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| **Ecological Bin Packing** |

## Background

Bin packing, or the placement of objects of certain weights into different bins subject to certain constraints, is an historically interesting problem. Some bin packing problems are NP-complete but are amenable to dynamic programming solutions or to approximately optimal heuristic solutions.

In this problem you will be solving a bin packing problem that deals with recycling glass.

## The Problem

Recycling glass requires that the glass be separated by color into one of three categories: brown glass, green glass, and clear glass. In this problem you will be given three recycling bins, each containing a specified number of brown, green and clear bottles. In order to be recycled, the bottles will need to be moved so that each bin contains bottles of only one color.

The problem is to minimize the number of bottles that are moved. You may assume that the only problem is to minimize the number of movements between boxes.

For the purposes of this problem, each bin has infinite capacity and the only constraint is moving the bottles so that each bin contains bottles of a single color. The total number of bottles will never exceed 2^31.

## The Input

The input consists of a series of lines with each line containing 9 integers. The first three integers on a line represent the number of brown, green, and clear bottles (respectively) in bin number 1, the second three represent the number of brown, green and clear bottles (respectively) in bin number 2, and the last three integers represent the number of brown, green, and clear bottles (respectively) in bin number 3. For example, the line 10 15 20 30 12 8 15 8 31

indicates that there are 20 clear bottles in bin 1, 12 green bottles in bin 2, and 15 brown bottles in bin 3.

Integers on a line will be separated by one or more spaces. Your program should process all lines in the input file.

## The Output

For each line of input there will be one line of output indicating what color bottles go in what bin to minimize the number of bottle movements. You should also print the minimum number of bottle movements.

The output should consist of a string of the three upper case characters 'G', 'B', 'C' (representing the colors green, brown, and clear) representing the color associated with each bin.

The first character of the string represents the color associated with the first bin, the second character of the string represents the color associated with the second bin, and the third character represents the color associated with the third bin.

The integer indicating the minimum number of bottle movements should follow the string.

If more than one order of brown, green, and clear bins yields the minimum number of movements then the alphabetically first string representing a minimal configuration should be printed.

## Sample Input

1 2 3 4 5 6 7 8 9

5 10 5 20 10 5 10 20 10

## Sample Output

BCG 30

CBG 50

### 103 - Stacking Boxes

Time limit: 3.000 seconds

|  |
| --- |
| **Stacking Boxes** |

## Background

Some concepts in Mathematics and Computer Science are simple in one or two dimensions but become more complex when extended to arbitrary dimensions. Consider solving differential equations in several dimensions and analyzing the topology of an *n*-dimensional hypercube. The former is much more complicated than its one dimensional relative while the latter bears a remarkable resemblance to its ``lower-class'' cousin.

## The Problem

Consider an *n*-dimensional ``box'' given by its dimensions. In two dimensions the box (2,3) might represent a box with length 2 units and width 3 units. In three dimensions the box (4,8,9) can represent a box ![tex2html_wrap_inline40](data:image/gif;base64,R0lGODlhRAAYAIAAAAAAAP///yH5BAEAAAEALAAAAABEABgAAAKIjA2ny42QnJQwLjtzgE/rumGh9ykc6ZybqTIi0qgt7KaWvNrXG0b8PDvIfDSKcFLhHYuxW+KkFD6jvaB0RHHmtkgqJ9n9TJPkrpeVpbpE6m+UrbNeO6YwvTbf5df36o/917eHxSdnhNek9JOG0uj4CBkpOUlZaXmJmam5ydnp+QkaKjpKWhpaAAA7) (length, width, and height). In 6 dimensions it is, perhaps, unclear what the box (4,5,6,7,8,9) represents; but we can analyze properties of the box such as the sum of its dimensions.
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A box D = ( ![tex2html_wrap_inline52](data:image/gif;base64,R0lGODlhYAAZAIAAAAAAAP///yH5BAEAAAEALAAAAABgABkAAAKojA15y70JnJy0OmhRzFPxD16bNYaPiYYl5aVB68YiiaXQKss3u8Gf58vZerhDK0gzFoWg4/I1WiEZR+WUKal2iNSnUmMEYzNAb9mZhCq44/RuzV0/SkH4qyue42rWL16ucbbjF9h1Qxflw9enx2j1dhdZUfcTQdcmOdlDJtWEENbm9WfJwyeqpzV2+rX4o4O5iik7S1tre4ubq7vL2+v7CxwsPExcTFsAADs=) ) nests in a box E = ( ![tex2html_wrap_inline54](data:image/gif;base64,R0lGODlhXQARAIAAAAAAAP///yH5BAEAAAEALAAAAABdABEAAAKEjAGmy33popy0IXoDrCxvDoaLJ2Wa+CgfypbbOiKmBjuyebe6mrt2bYFBZjsRMXKkcY5DYBEjTHhevE5UZU1ZV7JtLIh9TLvVGLdXpp3XXt6aNITaQJePc3cv55mh+OE5tyQlhYR2Ikh2CDhCN5gXqPPIIrlYaXmJmam5ydnp+QkaulkAADs=) ) if there is some rearrangement of the ![tex2html_wrap_inline56](data:image/gif;base64,R0lGODlhDQAZAIAAAAAAAP///yH5BAEAAAEALAAAAAANABkAAAIqjA15u8oMHowyJDcRbRvbe2ya44XUdUbKan7oaVWtHItPSef6zvf+DywAADs=) such that when rearranged each dimension is less than the corresponding dimension in box E. This loosely corresponds to turning box D to see if it will fit in box E. However, since any rearrangement suffices, box D can be contorted, not just turned (see examples below).

For example, the box D = (2,6) nests in the box E = (7,3) since D can be rearranged as (6,2) so that each dimension is less than the corresponding dimension in E. The box D = (9,5,7,3) does NOT nest in the box E = (2,10,6,8) since no rearrangement of D results in a box that satisfies the nesting property, but F = (9,5,7,1) does nest in box E since F can be rearranged as (1,9,5,7) which nests in E.
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## The Input

The input consists of a series of box sequences. Each box sequence begins with a line consisting of the the number of boxes *k* in the sequence followed by the dimensionality of the boxes, *n* (on the same line.)

This line is followed by *k* lines, one line per box with the *n* measurements of each box on one line separated by one or more spaces. The ![tex2html_wrap_inline82](data:image/gif;base64,R0lGODlhEgAPAIAAAAAAAP///yH5BAEAAAEALAAAAAASAA8AAAIrjI8HkL3KGoqGwrpeYHrbz0netYndo3VlxGYjxsKZJZJ1ot4jXaM6lKsVAAA7) line in the sequence ( ![tex2html_wrap_inline84](data:image/gif;base64,R0lGODlhRQAaAIAAAAAAAP///yH5BAEAAAEALAAAAABFABoAAAKAjGGpy52AnHQwnjobljCrrVmf93QkCVLic5qn53Ixm6XTzNjqNcrrHcBdfrJg0EIcJkPCyjJncj2P089TpyJWebCt0HrMvbAlY3fZSffGX3WriXA7v5Tsdg2mvvb8vv8PGGg15+RHOCeYqLjI2Oj4CBkpOUlZaXmJmam5ydlpWQAAOw==) ) gives the measurements for the ![tex2html_wrap_inline82](data:image/gif;base64,R0lGODlhEgAPAIAAAAAAAP///yH5BAEAAAEALAAAAAASAA8AAAIrjI8HkL3KGoqGwrpeYHrbz0netYndo3VlxGYjxsKZJZJ1ot4jXaM6lKsVAAA7) box.

There may be several box sequences in the input file. Your program should process all of them and determine, for each sequence, which of the *k* boxes determine the longest nesting string and the length of that nesting string (the number of boxes in the string).

In this problem the maximum dimensionality is 10 and the minimum dimensionality is 1. The maximum number of boxes in a sequence is 30.

## The Output

For each box sequence in the input file, output the length of the longest nesting string on one line followed on the next line by a list of the boxes that comprise this string in order. The ``smallest'' or ``innermost'' box of the nesting string should be listed first, the next box (if there is one) should be listed second, etc.

The boxes should be numbered according to the order in which they appeared in the input file (first box is box 1, etc.).

If there is more than one longest nesting string then any one of them can be output.

## Sample Input

5 2

3 7

8 10

5 2

9 11

21 18

8 6

5 2 20 1 30 10

23 15 7 9 11 3

40 50 34 24 14 4

9 10 11 12 13 14

31 4 18 8 27 17

44 32 13 19 41 19

1 2 3 4 5 6

80 37 47 18 21 9

## Sample Output

5

3 1 2 4 5

4

7 2 5 6

### 105 - The Skyline Problem

Time limit: 3.000 seconds

|  |
| --- |
| **The Skyline Problem** |

## Background

With the advent of high speed graphics workstations, CAD (computer-aided design) and other areas (CAM, VLSI design) have made increasingly effective use of computers. One of the problems with drawing images is the elimination of hidden lines -- lines obscured by other parts of a drawing.

## The Problem

You are to design a program to assist an architect in drawing the skyline of a city given the locations of the buildings in the city. To make the problem tractable, all buildings are rectangular in shape and they share a common bottom (the city they are built in is very flat). The city is also viewed as two-dimensional. A building is specified by an ordered triple ![tex2html_wrap_inline149](data:image/gif;base64,R0lGODlhUQAbAIAAAAAAAP///yH5BAEAAAEALAAAAABRABsAAAK3jGGpy+0Po0OKJoCzbFl3u30dZ2HkBpkXiB6guphwxbZrXIfsfPOufaIBf0JSLuAD8pKSmcY4ObZEzGZJikw+GdXVa4d1fXC0XLVLvBVT33XWvFO2h1k317et69lzNd/rJ3b34qflBBYISISwlEelwqjoJTOGZClYBskog4NGVkG3d6BDsTQ6dZk6FHmqlKo5RRjqREd7EaqK24prquv7ewssPExcbHyMnKy8zNzs/AwdLT1NHV0AADs=) where ![tex2html_wrap_inline151](data:image/gif;base64,R0lGODlhDwAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAPABkAAAIrTIBpy4YND4jwUWavm1ryymXg1nyLcoaq+T3Ja03mJdJHJ+H6zvf+DwxGCgA7) and ![tex2html_wrap_inline153](data:image/gif;base64,R0lGODlhEAAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAQABkAAAIyTICZxo0OGntQGjqjxYfnb3WKBnKmdobLhVFrd8EjKx4hi5L3ZO+gDwwKh8Si8YgcFgAAOw==) are left and right coordinates, respectively, of building *i* and ![tex2html_wrap_inline157](data:image/gif;base64,R0lGODlhEgAZAIAAAAAAAP///yH5BAEAAAEALAAAAAASABkAAAI1TIB5CeaOXnyyVXozXnRuxmyGAlnlaKKd5XEiqWawe4JLeOTil+6Q7jsFh8Si8YhMKpfMRwEAOw==) is the height of the building. In the diagram below buildings are shown on the left with triples (1,11,5), (2,6,7), (3,13,9), (12,7,16), (14,3,25), (19,18,22), (23,13,29), (24,4,28)

the skyline, shown on the right, is represented by the sequence: (1, 11, 3, 13, 9, 0, 12, 7, 16, 3, 19, 18, 22, 3, 23, 13, 29, 0)

![figure26](data:image/gif;base64,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)

## The Input

The input is a sequence of building triples. All coordinates of buildings are positive integers less than 10,000 and there will be at least one and at most 5,000 buildings in the input file. Each building triple is on a line by itself in the input file. All integers in a triple are separated by one or more spaces. The triples will be sorted by ![tex2html_wrap_inline151](data:image/gif;base64,R0lGODlhDwAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAPABkAAAIrTIBpy4YND4jwUWavm1ryymXg1nyLcoaq+T3Ja03mJdJHJ+H6zvf+DwxGCgA7) , the left *x*-coordinate of the building, so the building with the smallest left *x*-coordinate is first in the input file.

## The Output

The output should consist of the vector that describes the skyline as shown in the example above. In the skyline vector ![tex2html_wrap_inline183](data:image/gif;base64,R0lGODlh1wAbAIAAAAAAAP///yH5BAEAAAEALAAAAADXABsAAAL+jGGpy+0Po5y02oszRorrD4biSJabB3jmyrbuG6aBDNf2ja8ynff+D+zwErQhpag6coxBpM1Zg0ZSScQuKbFqL1vmr4vVzbYw8IS6QB+4vDBEPQsKUdF2nZ5l2g/uNJ7aR0QH2ITH5sWwl4HoR3Sm1yF4Fhk3NhW5FPiioumQmUW52Fm5loeFgjrJV8pYain5JXml2uo6Wyuk+jrrd+oIu5r4m/uaNgxXLFhlhOxlSFjRFvaMPMU5PTymVw0NrJ1YXRzeDczNfH59qmZlC9icDl5Uiep+PRc/6Ko8mqxvTQrQkyF/I0bJ41NPlrE87RJ6IyiQ4BIlC4/YepSNnwVYfrdAAeTYBWMohjtg4XKXzRockM1YgPymcsjLcA1QQozYMmW0GDzF9NBIAmjEkXKKGj3KBanSpUybOn0KNarUqVSrWr2KNavWrVy7ev0KNqzYsWTLmn1RAAA7) , the ![tex2html_wrap_inline185](data:image/gif;base64,R0lGODlhCwARAIAAAAAAAP///yH5BAEAAAEALAAAAAALABEAAAIfDBCGaep8VnMHpiqnvajq5UWgxkBZ2ZwmyrbuC8dxAQA7) such that *i* is an even number represent a horizontal line (height). The ![tex2html_wrap_inline185](data:image/gif;base64,R0lGODlhCwARAIAAAAAAAP///yH5BAEAAAEALAAAAAALABEAAAIfDBCGaep8VnMHpiqnvajq5UWgxkBZ2ZwmyrbuC8dxAQA7) such that *i* is an odd number represent a vertical line (*x*-coordinate). The skyline vector should represent the ``path'' taken, for example, by a bug starting at the minimum *x*-coordinate and traveling horizontally and vertically over all the lines that define the skyline. Thus the last entry in the skyline vector will be a 0. The coordinates must be separated by a blank space.

## Sample Input

1 11 5

2 6 7

3 13 9

12 7 16

14 3 25

19 18 22

23 13 29

24 4 28

## Sample Output

1 11 3 13 9 0 12 7 16 3 19 18 22 3 23 13 29 0

### 108 - Maximum Sum

Time limit: 3.000 seconds

|  |
| --- |
| **Maximum Sum** |

## Background

A problem that is simple to solve in one dimension is often much more difficult to solve in more than one dimension. Consider satisfying a boolean expression in conjunctive normal form in which each conjunct consists of exactly 3 disjuncts. This problem (3-SAT) is NP-complete. The problem 2-SAT is solved quite efficiently, however. In contrast, some problems belong to the same complexity class regardless of the dimensionality of the problem.

## The Problem

Given a 2-dimensional array of positive and negative integers, find the sub-rectangle with the largest sum. The sum of a rectangle is the sum of all the elements in that rectangle. In this problem the sub-rectangle with the largest sum is referred to as themaximal sub-rectangle. A sub-rectangle is any contiguous sub-array of size ![tex2html_wrap_inline33](data:image/gif;base64,R0lGODlhJQAYAIAAAAAAAP///yH5BAEAAAEALAAAAAAlABgAAAJHjGGpy30JInLUyalw3Us/6n0WE2ZeVIVlB3Gqi6DbywXyTNaSns/xmumBMLcR5FIq2lZIIEtYi0qn1Kr1is1qt9yu9wsOiwsAOw==) or greater located within the whole array. As an example, the maximal sub-rectangle of the array:

![displaymath35](data:image/gif;base64,R0lGODlhQgFOAIAAAAAAAP///yH5BAEAAAEALAAAAABCAU4AAAL+jI+py+0Po5y02nuAxlYDPn0g5o3miabqCm0bi7wvbHg2HX8zzvf+L5ntWKJaEXYcEotKoPMJTQmPywyVd60ao9yutzLFMrPIX/iLTqvPZvKqqQ3A1fQ6jt2bv4F4u/+v0hdiQ3ilF1FImOD2Ngb4CDkiGOdzKOUYmamJiHnHVMkY2LlJWrp1ehcDyjdq6prpEmqSuMoqJ/uau2aZy3uJqxssPExcbHyMnKy8zNzs/AwdLT1NXW19jZ2tvc3d7f0tXdIGfOJbbg6uXIJ+IUPOsf7eLsKebiyUl5OPSpMkb09s0iUrYp4IBMjs4DmCngy2QuhMYSMxOv5Jsgix18P+fhgHMWyTcVqsjhTqLUokTuLAkNZMgiHpkV9DltFUXsxQUCaSTzSbuaukauYtoDh7JqwISlFBlyULGfXJFFbUp1SrWr2KNavWrVy7ev0KNqzYsWTLmj2LNq3atUEMQoEJhq0muJymdhhHV65QMw7d6gUkjo+TwHz//tHhl2/etobt0Eu8bzGixnVkQJ4puQVlvLTkFBV8EeXjGpc3c0EJmqJSoqbpZH7wGnbp1l5iN7B9ezbttzfyrPZEmGPv3cSLGz+OPLny5cybO38OPbr06dSrW7+eDfeC4MBZaXc+3LfOKnZh0/v+HD3pjzvZE9GHfZat8SuHCi2PXf2t0fdRtduML5t36P23EIAg6Lcffrdt1J6BCog2hH4j+cdgXajB5yA8qdnHkXsNZqhhYZ99qCAD+IB4l4gckvhdEig2FV6DJZqIlGrcvejYjAsimEABADs=)

is in the lower-left-hand corner:

![displaymath37](data:image/gif;base64,R0lGODlhEgE4AIAAAAAAAP///yH5BAEAAAEALAAAAAASATgAAAL+jI+py+0Po5y02ovzA1wbDnjiSJbmiaJg0GFtm8byTNc2G35Z/vH3DwwKbTBYpegbKpfM5oZnpCCd1KpVOBVFr9yudwdNXrbfsvms6Kw0ZLT7XW5L5PC6HRsGH8T3vl/2wjfhI/hneMgWQgcB0oj4CJlYGElZaXmJmam5ydnp+QkaKjpKWmp6ipqqusraijkp5SobBMu4Nos7sziY25ty61HrO8wrHGFMnMyQg7yh/HzETNIMvdp4/bI3Xc3tgL3L2C3uPEI9Tmy+fL6+5wjmzh4vP09fb3+Pn6+/z9/v/w8woMCBBAvaSbcAmMFS8PTgWKgKIQJCEiFGqtijncUxUxhxSNtoqqNHkSANibxWstK3hiy0KFKY0lNHijFFzUxAsiacmxp1dsLmEJxPV2sKAAA7)

and has the sum of 15.

## Input and Output

The input consists of an ![tex2html_wrap_inline39](data:image/gif;base64,R0lGODlhNAAYAIAAAAAAAP///yH5BAEAAAEALAAAAAA0ABgAAAJuTIBglroPo2yPrlSl3hFfqCAZR06Hw4AninYmF4rpKB9bzbRvrTuy/rKVfD4QMTSMJXPIUU64HFaanwsOdtW0PFZj6QTGep1dEg9Iflpx2XG5ww1/YcG5/Y7P6/f8vv8PGCg4SFhoeIiYqLh4VwAAOw==) array of integers. The input begins with a single positive integer *N* on a line by itself indicating the size of the square two dimensional array. This is followed by ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhFQAOAIAAAAAAAP///yH5BAEAAAEALAAAAAAVAA4AAAIwjI8ZwKCP3JJNmnqvnXsf9k2RAoZNGDkWtSYUWnoVq6nQ+Nl3lntPmdvxUkJMcFcAADs=) integers separated by white-space (newlines and spaces). These ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhFQAOAIAAAAAAAP///yH5BAEAAAEALAAAAAAVAA4AAAIwjI8ZwKCP3JJNmnqvnXsf9k2RAoZNGDkWtSYUWnoVq6nQ+Nl3lntPmdvxUkJMcFcAADs=) integers make up the array in row-major order (i.e., all numbers on the first row, left-to-right, then all numbers on the second row, left-to-right, etc.). *N*may be as large as 100. The numbers in the array will be in the range [-127, 127].

The output is the sum of the maximal sub-rectangle.

## Sample Input

4

0 -2 -7 0 9 2 -6 2

-4 1 -4 1 -1

8 0 -2

## Sample Output

15

### 109 - SCUD Busters

Time limit: 3.000 seconds

|  |
| --- |
| **SCUD Busters** |

## Background

Some problems are difficult to solve but have a simplification that is easy to solve. Rather than deal with the difficulties of constructing a model of the Earth (a somewhat oblate spheroid), consider a pre-Columbian flat world that is a 500 kilometer ![tex2html_wrap_inline41](data:image/gif;base64,R0lGODlhCQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAJABIAAAIaRI4Bm2qK3mGs1bTkNLdz7YBTQ5bmiaZqUgAAOw==) 500 kilometer square.

In the model used in this problem, the flat world consists of several warring kingdoms. Though warlike, the people of the world are strict isolationists; each kingdom is surrounded by a high (but thin) wall designed to both protect the kingdom and to isolate it. To avoid fights for power, each kingdom has its own electric power plant.

When the urge to fight becomes too great, the people of a kingdom often launch missiles at other kingdoms. Each SCUD missile (Sanitary Cleansing Universal Destroyer) that lands within the walls of a kingdom destroys that kingdom's power plant (without loss of life).

## The Problem

Given coordinate locations of several kingdoms (by specifying the locations of houses and the location of the power plant in a kingdom) and missile landings you are to write a program that determines the total area of all kingdoms that are without power after an exchange of missile fire.

In the simple world of this problem kingdoms do not overlap. Furthermore, the walls surrounding each kingdom are considered to be of zero thickness. The wall surrounding a kingdom is the minimal-perimeter wall that completely surrounds all the houses and the power station that comprise a kingdom; the area of a kingdom is the area enclosed by the minimal-perimeter thin wall.

There is exactly one power station per kingdom.

There may be empty space between kingdoms.

## The Input

The input is a sequence of kingdom specifications followed by a sequence of missile landing locations.

A kingdom is specified by a number *N* ( ![tex2html_wrap_inline45](data:image/gif;base64,R0lGODlhYAAaAIAAAAAAAP///yH5BAEAAAEALAAAAABgABoAAAK9TICmy+2Gkorg2XtcbPtUjzGdNWbhUk4pKEFV0rbXyoHT6X6zqEvxKHsESZ4ebijkqVzLJgmZtJlmUI2SKf1RdUcsV1ONOn29F0VIe+am4LAVVcZK5Rw3Cs5GfzFfbVZmZ8eWhtaF51XmxxcWJAi3V3No86MYkrbnyAN5I0mm4onDqcmVGVl3xgRo9hna6vq6iFkKS1tre0SRu0mrm3v7CxwsPExcbHyMnKy8zNzs/AwdLT1NXW19jZ2tHVoAADs=) ) on a single line which indicates the number of sites in this kingdom. The next line contains the *x* and *y*coordinates of the power station, followed by *N*-1 lines of *x*, *y* pairs indicating the locations of homes served by this power station. A value of -1 for *N* indicates that there are no more kingdoms. There will be at least one kingdom in the data set.

Following the last kingdom specification will be the coordinates of one or more missile attacks, indicating the location of a missile landing. Each missile location is on a line by itself. You are to process missile attacks until you reach the end of the file.

Locations are specified in kilometers using coordinates on a 500 km by 500 km grid. All coordinates will be integers between 0 and 500 inclusive. Coordinates are specified as a pair of integers separated by white-space on a single line. The input file will consist of up to 20 kingdoms, followed by any number of missile attacks.

## The Output

The output consists of a single number representing the total area of all kingdoms without electricity after all missile attacks have been processed. The number should be printed with (and correct to) two decimal places.

## Sample Input

12

3 3

4 6

4 11

4 8

10 6

5 7

6 6

6 3

7 9

10 4

10 9

1 7

5

20 20

20 40

40 20

40 40

30 30

3

10 10

21 10

21 13

-1

5 5

20 12

## Sample Output

70.50

## A Hint

You may or may not find the following formula useful.

Given a polygon described by the vertices ![tex2html_wrap_inline61](data:image/gif;base64,R0lGODlhXgARAIAAAAAAAP///yH5BAEAAAEALAAAAABeABEAAAKMDBCGye18Uny02lvnfChuDCkiSJaZ+DXHYpjSxroyuIYZ29U0DsXz37NRYp0XTRUEKiXI0wt2NEqXQFxu1GJCp80sN6Xw6XpEH/Mctmp4T874m3qHHW95Wot2C/MYsJnqdaEh+OUSB8hR4lE0tEJk4siGuCeY89dHdbmkOdnp+QkaKjpKWmp6ipraWQAAOw==) such that ![tex2html_wrap_inline63](data:image/gif;base64,R0lGODlhNwARAIAAAAAAAP///yH5BAEAAAEALAAAAAA3ABEAAAJZDBCGye0P30kTolljO7xnd4URxyxa6aVWZkrm0p3yWmotTLWzfNuoUnOlYpYf5hVk7ZbIHIuUCy550AvlpJxqowYedzs9dkdEMDOkM6vX7Lb7DY/L5/R6oAAAOw==) , the signed area of the polygon is given by

![displaymath59](data:image/gif;base64,R0lGODlhYgEtAIAAAAAAAP///yH5BAEAAAEALAAAAABiAS0AAAL+jI+py+0Po5y02usACBr7D4biSJbmiaaQ1qnuC8fyTMvbtN13zff+DwxaWDtJqyhMKpfMZgi5yuWc1Kr1moQ+Oiys9wsOi7TisvmMppDT7LY7vH7L53RgvI7P601xov/vtyc4WNfXtXVIqLhodpeIyBgpafXHQGQEdRejecH54jkZenAZgQTq0kJyqpIq6prRirPKOtsQ+3P7qjuaC7vUO1SbArzrSorJRCybLFyMctzzuKLA1Uy9s6ZstFBtiz2i7QxzpAUIPRZuYMohxYvRzqFuaj1KzX4vr46vY50uPoytnDlpIM7ZQsAPn0JfCMnlazgmQcJU5BIu9MaN3r/+DxRVmSuVTqCHWw4tCRzIzSSki1EybvRRMghBSykleiLpjqTGeDUh1ssXUuRLHhUzDfQHUg3Cfe6SSsxpNOLSI031Ab0pdCiNbjs5nipCSgdPdpUeLtU3xaZUXlTjga2Xlmwgsz61zgBkZxXFsgo/0pV3SCe6hnMXzt3LNxdSu15mXgtWaixDl26fDo4ctXJLe4zfxFS57edKRIm6/V2cAdnVqrAeoe5MBWw2UK1eK3VsFdwsKV0lw06z1yRWzrQc9c4t67jt38xYsz2KlziuZ0KOM89yEjrf69yd9dIevbt4XcvHmxdX/rz6Vx3Xu4f9lvL7+aLCq91MP//Q9Poo+4MJ6l+AeyBWGH8CHpiMbxghyKAbADYIIRpp+cVShBZiEU5hFwZQAAA7)

where the x, y coordinates of ![tex2html_wrap_inline65](data:image/gif;base64,R0lGODlhVQAbAIAAAAAAAP///yH5BAEAAAEALAAAAABVABsAAAKvjI+pywkNY3uy2kOvXiDvj3ng141gaY5oeq3sVqLui3HPLK0i0t1+3gv2GLsfbhKQTYI1w1EI3SUdzl8VMkxmXLFtiDa1KY48is4T44GpHNWXeHuTo8K2WnmNbM2itPNN05e1B6j2l/fF9Celgga1GFKkGFe2tEY21meJeEgUFmhB+ZmI9omptYYKZHjHVZpawaiXKcsJi3WLlLvL2+v7CxwsPExcbHyMnKy8zLxQAAA7) ; the edges of the polygon are from ![tex2html_wrap_inline67](data:image/gif;base64,R0lGODlhCwARAIAAAAAAAP///yH5BAEAAAEALAAAAAALABEAAAIfDBCGaep8VnMHpiqnvajq5UWgxkBZ2ZwmyrbuC8dxAQA7) to![tex2html_wrap_inline69](data:image/gif;base64,R0lGODlhHQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAdABIAAAI/DBCGye1vlIT0nRXTqXVr5mlYE46jE5LYuqQTuoLg6YpzmV26eVrtnqqhMjYf51VUXY4wpjP5jEqn1Kr16iwAADs=) for ![tex2html_wrap_inline71](data:image/gif;base64,R0lGODlhZwAYAIAAAAAAAP///yH5BAEAAAEALAAAAABnABgAAAKNTACmy+2YnJy02sfQvVrvD35QFHKkV6bqQq4SirqyyLYubM9erCsJbxgJgYdT7lYMHlVG4nDYwM1qu2WqRbwapzXf4wmhYK0hKVeJPm+P4FF0e04myaD11OzjhakZL72el1XSkbMXmBGD82fiFqe06BgpOUlZaXmJmam5ydnp+QkaKjpKWmp6ipqqqloAADs=) .

If the points describing the polygon are given in a counterclockwise direction, the value of *a* will be positive, and if the points of the polygon are listed in a clockwise direction, the value of *a* will be negative.

### 111 - History Grading

Time limit: 3.000 seconds

|  |
| --- |
| **History Grading** |

## Background

Many problems in Computer Science involve maximizing some measure according to constraints.

Consider a history exam in which students are asked to put several historical events into chronological order. Students who order all the events correctly will receive full credit, but how should partial credit be awarded to students who incorrectly rank one or more of the historical events?

Some possibilities for partial credit include:

1. 1 point for each event whose rank matches its correct rank
2. 1 point for each event in the longest (not necessarily contiguous) sequence of events which are in the correct order relative to each other.

For example, if four events are correctly ordered 1 2 3 4 then the order 1 3 2 4 would receive a score of 2 using the first method (events 1 and 4 are correctly ranked) and a score of 3 using the second method (event sequences 1 2 4 and 1 3 4 are both in the correct order relative to each other).

In this problem you are asked to write a program to score such questions using the second method.

## The Problem

Given the correct chronological order of *n* events ![tex2html_wrap_inline34](data:image/gif;base64,R0lGODlhSQAZAIAAAAAAAP///yH5BAEAAAEALAAAAABJABkAAAJ4jGGpG+AMo5zUPdpQxrx3XSmXR5YHN47mioFT6rLlpTZmLX/bfpJ4jrIcXLFKEfgBxY6RHzI4XDAZqadP81BKj8TodqkSJn5arIVWO4vF43T4DW5Pxz4rHTin2nv4+j6v4wE4s1doeIiYqLjI2Oj4CBkpOUlZ6VEAADs=) as ![tex2html_wrap_inline36](data:image/gif;base64,R0lGODlhVAARAIAAAAAAAP///yH5BAEAAAEALAAAAABUABEAAAJ4jAGmyx3oopwT1vQwXdbu/3Uag2BeKILqZY6ce8DNGdMris8yCbf3anMEg7xZ7KeyQVIHxUmpcTFfUmg06izVniMtlebxZqu9cMn0aF6MuC7y1qGAk+r0G5hYRs5YlHh3t5dHJAEYEoiYqLjI2Oj4CBkpOUlZ6VgAADs=) where![tex2html_wrap_inline38](data:image/gif;base64,R0lGODlhTQAZAIAAAAAAAP///yH5BAEAAAEALAAAAABNABkAAAKFjGGpy+0PowMUSVWvbnkne3WeJ44BGFHmqK6fVMKoPE9W+z5xetfMPjn1MDqgbYhbVHycTpL5SUKkwinVlsvyZK7q1qvlQcGHsfIaLZ/CNOyBHEKDEL0l6aiir3w4Y/f7FyhIZDZIs2SngSaEmGj4CBkpOUlZaXmJmam5ydnp+QkaKgpZAAA7) denotes the ranking of event *i* in the correct chronological order and a sequence of student responses ![tex2html_wrap_inline42](data:image/gif;base64,R0lGODlhVQARAIAAAAAAAP///yH5BAEAAAEALAAAAABVABEAAAJ5DGKHy80KlJu0VihdjMnOfXDeSCJg94limWDsS21m1qyLbeEnDONxWqIZZryXEKg5JjXEIsnHUR11Qt/NVaPSZNeUFHndKlfccFac0Q3Xl2kw9HAaIR4oi26SzzvjXf7pp6QHVHanJziYqLjI2Oj4CBkpOUlZaWlRAAA7) where ![tex2html_wrap_inline44](data:image/gif;base64,R0lGODlhTgAZAIAAAAAAAP///yH5BAEAAAEALAAAAABOABkAAAKHjGGpy+0P4wMUSVWvbnnj3XleKB4aVYpo+kUkZK3XO8VWcnOyVCG7Q5sEVrvcogci2nQ/WKfoatYY0kNVhzuejEDWkIv9ardgHPd6RIvFt3Kt3FSn3e2hFQkCGn0leFvupRc4SMhhVxjYowhoprcYhBgpOUlZaXmJmam5ydnp+QkaKjpKilkAADs=) denotes the chronological rank given by the student to event *i*; determine the length of the longest (not necessarily contiguous) sequence of events in the student responses that are in the correct chronological order relative to each other.

## The Input

The first line of the input will consist of one integer *n* indicating the number of events with ![tex2html_wrap_inline50](data:image/gif;base64,R0lGODlhUgAZAIAAAAAAAP///yH5BAEAAAEALAAAAABSABkAAAKaTICmy+0PI0SgUZNOlevyz3jhlmFVspmfCIJs2JEpNaeT3a64VatmWXK8Hpkg0SjsaRRG5M+1jCZ3Op/0GnNOZUdtBKjE8qhJpmT4tYGtHC+TW23j1kAd2Yeyp83SPF8vZHY3RdRhRYOYc1D2pEiFSDeoOEnp4laJman5A3kp1+m5KTpKWmp6ipqqusra6voKGys7S1treztaAAA7) . The second line will contain *n* integers, indicating the correct chronological order of *n* events. The remaining lines will each consist of *n* integers with each line representing a student's chronological ordering of the n events. All lines will contain *n* numbers in the range ![tex2html_wrap_inline60](data:image/gif;base64,R0lGODlhNAAbAIAAAAAAAP///yH5BAEAAAEALAAAAAA0ABsAAAJjhBGpy+0Pj2kI2nuPkrj7PTHVR0bhMpYqem4rFraBJr4WEqc0aps5m0oEeywXkEJ8/I61JKUyGe2Mz+B01pLOmEKJVXbdnaZX56psLqHTHy9b7R2+b7K5/Y7P6/f8vv8PyFcAADs=) , with each number appearing exactly once per line, and with each number separated from other numbers on the same line by one or more spaces.

## The Output

For each student ranking of events your program should print the score for that ranking. There should be one line of output for each student ranking.

## Sample Input 1

4

4 2 3 1

1 3 2 4

3 2 1 4

2 3 4 1

## Sample Output 1

1

2

3

## Sample Input 2

10

3 1 2 4 9 5 10 6 8 7

1 2 3 4 5 6 7 8 9 10

4 7 2 3 10 6 9 1 5 8

3 1 2 4 9 5 10 6 8 7

2 10 1 3 8 4 9 5 7 6

## Sample Output 2

6

5

10

9

### 113 - Power of Cryptography

Time limit: 3.000 seconds

|  |
| --- |
| **Power of Cryptography** |

## Background

Current work in cryptography involves (among other things) large prime numbers and computing powers of numbers modulo functions of these primes. Work in this area has resulted in the practical use of results from number theory and other branches of mathematics once considered to be of only theoretical interest.

This problem involves the efficient computation of integer roots of numbers.

## The Problem

Given an integer ![tex2html_wrap_inline32](data:image/gif;base64,R0lGODlhKQAZAIAAAAAAAP///yH5BAEAAAEALAAAAAApABkAAAJPjI+pywHdgIRKTsosTm/nu3XGBUJaeDykiJVZerqmzCEgO+MvPOoVvesJfQ5gxJZyfDw1Yc9njFiizKr1in1Op9mu9wsOi8fksvmMTquzBQA7) and an integer ![tex2html_wrap_inline34](data:image/gif;base64,R0lGODlhKQAZAIAAAAAAAP///yH5BAEAAAEALAAAAAApABkAAAJUjI+pywENgYRJTtosRm/ni3XcA0ZlVjmdGLKLa63uN3MKeL75fcuUtplddgagR3ggEiOVWE3lSTqLz6h1aT1Wpc6Y1pgNi8fksvmMTqvX7Lb7DSkAADs=) you are to write a program that determines ![tex2html_wrap_inline36](data:image/gif;base64,R0lGODlhFgAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAWABkAAAJEjI8Hy5xvAJxJ0igt3gv1rkQBqH2k1WxjdiqlBsEtBa8q6FZ5GnrNK6vUciLhxIEjxjJCxzJ5aUZp06r1is1qt9xuogAAOw==) , the positive ![tex2html_wrap_inline38](data:image/gif;base64,R0lGODlhGgASAIAAAAAAAP///yH5BAEAAAEALAAAAAAaABIAAAI9jI95AOrZ4JshIkulzov5VWGZGBoMVylnyZHWOqodGr0zC5v6XjZr7qkFhz8SzYZSCZNKk48J0hlHr1yyAAA7) root of *p*. In this problem, given such integers *n* and*p*, *p* will always be of the form ![tex2html_wrap_inline48](data:image/gif;base64,R0lGODlhEQAMAIAAAAAAAP///yH5BAEAAAEALAAAAAARAAwAAAIjDB6piAsKT0uTGktrxuZ19z3MFzbSBqVnypatKorvNs6mlhYAOw==) for an integer *k* (this integer is what your program must find).

## The Input
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## The Output

For each integer pair *n* and *p* the value ![tex2html_wrap_inline36](data:image/gif;base64,R0lGODlhFgAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAWABkAAAJEjI8Hy5xvAJxJ0igt3gv1rkQBqH2k1WxjdiqlBsEtBa8q6FZ5GnrNK6vUciLhxIEjxjJCxzJ5aUZp06r1is1qt9xuogAAOw==) should be printed, i.e., the number *k* such that ![tex2html_wrap_inline64](data:image/gif;base64,R0lGODlhMgAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAyABkAAAJeDB6piOoPo1wgnjazfjjVamyidkENOKYciDGfmrlUeH4ddeX3YrBendIJUY7cr0eEKVulnXIElCVJQ6OFZeuFniqUDMkN6sJkbfnsPMPSatG4DY/L5/S6/Y7P6/f7AgA7) .

## Sample Input

2

16

3

27

7

4357186184021382204544

## Sample Output

4

3

1234

### 119 - Greedy Gift Givers

Time limit: 3.000 seconds

|  |
| --- |
| **Greedy Gift Givers** |

## The Problem

This problem involves determining, for a group of gift-giving friends, how much more each person gives than they receive (and vice versa for those that view gift-giving with cynicism).

In this problem each person sets aside some money for gift-giving and divides this money evenly among all those to whom gifts are given.

However, in any group of friends, some people are more giving than others (or at least may have more acquaintances) and some people have more money than others.

Given a group of friends, the money each person in the group spends on gifts, and a (sub)list of friends to whom each person gives gifts; you are to write a program that determines how much more (or less) each person in the group gives than they receive.

## The Input

The input is a sequence of gift-giving groups. A group consists of several lines:

* the number of people in the group,
* a list of the names of each person in the group,
* a line for each person in the group consisting of the name of the person, the amount of money spent on gifts, the number of people to whom gifts are given, and the names of those to whom gifts are given.

All names are lower-case letters, there are no more than 10 people in a group, and no name is more than 12 characters in length. Money is a non-negative integer less than 2000.

The input consists of one or more groups and is terminated by end-of-file.

## The Output

For each group of gift-givers, the name of each person in the group should be printed on a line followed by the net gain (or loss) received (or spent) by the person. Names in a group should be printed in the same order in which they first appear in the input.

The output for each group should be separated from other groups by a blank line. All gifts are integers. Each person gives the same integer amount of money to each friend to whom any money is given, and gives as much as possible. Any money not given is kept and is part of a person's ``net worth'' printed in the output.

## Sample Input

5

dave laura owen vick amr

dave 200 3 laura owen vick

owen 500 1 dave

amr 150 2 vick owen

laura 0 2 amr vick

vick 0 0

3

liz steve dave

liz 30 1 steve

steve 55 2 liz dave

dave 0 2 steve liz

## Sample Output

dave 302

laura 66

owen -359

vick 141

amr -150

liz -3

steve -24

dave 27

### 120 - Stacks of Flapjacks

Time limit: 3.000 seconds

|  |
| --- |
| **Stacks of Flapjacks** |

## Background

Stacks and Queues are often considered the bread and butter of data structures and find use in architecture, parsing, operating systems, and discrete event simulation. Stacks are also important in the theory of formal languages.

This problem involves both butter and sustenance in the form of pancakes rather than bread in addition to a finicky server who flips pancakes according to a unique, but complete set of rules.

## The Problem

Given a stack of pancakes, you are to write a program that indicates how the stack can be sorted so that the largest pancake is on the bottom and the smallest pancake is on the top. The size of a pancake is given by the pancake's diameter. All pancakes in a stack have different diameters.

Sorting a stack is done by a sequence of pancake ``flips''. A flip consists of inserting a spatula between two pancakes in a stack and flipping (reversing) the pancakes on the spatula (reversing the sub-stack). A flip is specified by giving the position of the pancake on the bottom of the sub-stack to be flipped (relative to the whole stack). The pancake on the bottom of the whole stack has position 1 and the pancake on the top of a stack of *n* pancakes has position *n*.

A stack is specified by giving the diameter of each pancake in the stack in the order in which the pancakes appear.

For example, consider the three stacks of pancakes below (in which pancake 8 is the top-most pancake of the left stack):

8 7 2

4 6 5

6 4 8

7 8 4

5 5 6

2 2 7

The stack on the left can be transformed to the stack in the middle via flip(3). The middle stack can be transformed into the right stack via the command flip(1).

## The Input

The input consists of a sequence of stacks of pancakes. Each stack will consist of between 1 and 30 pancakes and each pancake will have an integer diameter between 1 and 100. The input is terminated by end-of-file. Each stack is given as a single line of input with the top pancake on a stack appearing first on a line, the bottom pancake appearing last, and all pancakes separated by a space.

## The Output

For each stack of pancakes, the output should echo the original stack on one line, followed by some sequence of flips that results in the stack of pancakes being sorted so that the largest diameter pancake is on the bottom and the smallest on top. For each stack the sequence of flips should be terminated by a 0 (indicating no more flips necessary). Once a stack is sorted, no more flips should be made.

## Sample Input

1 2 3 4 5

5 4 3 2 1

5 1 2 3 4

## Sample Output

1 2 3 4 5

0

5 4 3 2 1

1 0

5 1 2 3 4

1 2 0

### 130 - Roman Roulette

Time limit: 3.000 seconds

|  |
| --- |
| **Roman Roulette** |

The historian Flavius Josephus relates how, in the Romano-Jewish conflict of 67 A.D., the Romans took the town of Jotapata which he was commanding. Escaping, Jospehus found himself trapped in a cave with 40 companions. The Romans discovered his whereabouts and invited him to surrender, but his companions refused to allow him to do so. He therefore suggested that they kill each other, one by one, the order to be decided by lot. Tradition has it that the means for effecting the lot was to stand in a circle, and, beginning at some point, count round, every third person being killed in turn. The sole survivor of this process was Josephus, who then surrendered to the Romans. Which begs the question: had Josephus previously practised quietly with 41 stones in a dark corner, or had he calculated mathematically that he should adopt the 31st position in order to survive?

Having read an account of this gruesome event you become obsessed with the fear that you will find yourself in a similar situation at some time in the future. In order to prepare yourself for such an eventuality you decide to write a program to run on your hand-held PC which will determine the position that the counting process should start in order to ensure that you will be the sole survivor.

In particular, your program should be able to handle the following variation of the processes described by Josephus. *n* > 0 people are initially arranged in a circle, facing inwards, and numbered from 1 to *n*. The numbering from 1 to *n* proceeds consecutively in a clockwise direction. Your allocated number is 1. Starting with person number *i*, counting starts in a clockwise direction, until we get to person number*k* (*k* > 0), who is promptly killed. We then proceed to count a further *k* people in a clockwise direction, starting with the person immediately to the left of the victim. The person number *k* so selected has the job of burying the victim, and then returning to the position in the circle that the victim had previously occupied. Counting then proceeds from the person to his immediate left, with the *k*th person being killed, and so on, until only one person remains.

For example, when *n* = 5, and *k* = 2, and *i* = 1, the order of execution is 2, 5, 3, and 1. The survivor is 4.

## Input and Output

Your program must read input lines containing values for *n* and *k* (in that order), and for each input line output the number of the person with which the counting should begin in order to ensure that you are the sole survivor. For example, in the above case the safe starting position is 3. Input will be terminated by a line containing values of 0 for *n* and *k*.

Your program may assume a maximum of 100 people taking part in this event.

## Sample Input

1 1

1 5

0 0

## Sample Output

1

1

### 133 - The Dole Queue

Time limit: 3.000 seconds

|  |
| --- |
| **The Dole Queue** |

In a serious attempt to downsize (reduce) the dole queue, The New National Green Labour Rhinoceros Party has decided on the following strategy. Every day all dole applicants will be placed in a large circle, facing inwards. Someone is arbitrarily chosen as number 1, and the rest are numbered counter-clockwise up to N (who will be standing on 1's left). Starting from 1 and moving counter-clockwise, one labour official counts off k applicants, while another official starts from N and moves clockwise, counting m applicants. The two who are chosen are then sent off for retraining; if both officials pick the same person she (he) is sent off to become a politician. Each official then starts counting again at the next available person and the process continues until no-one is left. Note that the two victims (sorry, trainees) leave the ring simultaneously, so it is possible for one official to count a person already selected by the other official.

## Input

Write a program that will successively read in (in that order) the three numbers (N, k and m; k, m > 0, 0 < N < 20) and determine the order in which the applicants are sent off for retraining. Each set of three numbers will be on a separate line and the end of data will be signalled by three zeroes (0 0 0).

## Output

For each triplet, output a single line of numbers specifying the order in which people are chosen. Each number should be in a field of 3 characters. For pairs of numbers list the person chosen by the counter-clockwise official first. Separate successive pairs (or singletons) by commas (but there should not be a trailing comma).

## Sample input

10 4 3

0 0 0

## Sample output
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where ![tex2html_wrap_inline50](data:image/gif;base64,R0lGODlhDQAVAIAAAAAAAP///yH5BAEAAAEALAAAAAANABUAAAIjjA+nC7na3DOpzSAlQ5rqbm3cE4YkdWFRGrXumsbyTNf2fRQAOw==) represents a space.

### 146 - ID Codes

Time limit: 3.000 seconds

|  |
| --- |
| **ID Codes** |

It is 2084 and the year of Big Brother has finally arrived, albeit a century late. In order to exercise greater control over its citizens and thereby to counter a chronic breakdown in law and order, the Government decides on a radical measure--all citizens are to have a tiny microcomputer surgically implanted in their left wrists. This computer will contains all sorts of personal information as well as a transmitter which will allow people's movements to be logged and monitored by a central computer. (A desirable side effect of this process is that it will shorten the dole queue for plastic surgeons.)

An essential component of each computer will be a unique identification code, consisting of up to 50 characters drawn from the 26 lower case letters. The set of characters for any given code is chosen somewhat haphazardly. The complicated way in which the code is imprinted into the chip makes it much easier for the manufacturer to produce codes which are rearrangements of other codes than to produce new codes with a different selection of letters. Thus, once a set of letters has been chosen all possible codes derivable from it are used before changing the set.

For example, suppose it is decided that a code will contain exactly 3 occurrences of `a', 2 of `b' and 1 of `c', then three of the allowable 60 codes under these conditions are:

abaabc

abaacb

ababac

These three codes are listed from top to bottom in alphabetic order. Among all codes generated with this set of characters, these codes appear consecutively in this order.

Write a program to assist in the issuing of these identification codes. Your program will accept a sequence of no more than 50 lower case letters (which may contain repeated characters) and print the successor code if one exists or the message `No Successor' if the given code is the last in the sequence for that set of characters.

## Input and Output

Input will consist of a series of lines each containing a string representing a code. The entire file will be terminated by a line consisting of a single #.

Output will consist of one line for each code read containing the successor code or the words `No Successor'.

## Sample input

abaacb

cbbaa

#

## Sample output

ababac

No Successor

### 151 - Power Crisis

Time limit: 3.000 seconds

|  |
| --- |
| **Power Crisis** |

During the power crisis in New Zealand this winter (caused by a shortage of rain and hence low levels in the hydro dams), a contingency scheme was developed to turn off the power to areas of the country in a systematic, totally fair, manner. The country was divided up into *N* regions (Auckland was region number 1, and Wellington number 13). A number, *m*, would be picked `at random', and the power would first be turned off in region 1 (clearly the fairest starting point) and then in every m'th region after that, wrapping around to 1 after *N*, and ignoring regions already turned off. For example, if*N* = 17 and *m* = 5, power would be turned off to the regions in the order:1,6,11,16,5,12,2,9,17,10,4,15,14,3,8,13,7.

The problem is that it is clearly fairest to turn off Wellington last (after all, that is where the Electricity headquarters are), so for a given *N*, the `random' number *m* needs to be carefully chosen so that region 13 is the last region selected.

Write a program that will read in the number of regions and then determine the smallest number *m* that will ensure that Wellington (region 13) can function while the rest of the country is blacked out.

## Input and Output

Input will consist of a series of lines, each line containing the number of regions (*N*) with![tex2html_wrap_inline42](data:image/gif;base64,R0lGODlhaAAaAIAAAAAAAP///yH5BAEAAAEALAAAAABoABoAAALIjGF5gOoPH2NqtojxTVPSYDnfl3Gkdm7lGlZI+m4qeUYdC8rrLrrm8juILjUPD5QjHnO4IPMJVflQ0kyDxruVZMRrl2OrLsRWIJJV1EyfNOVQ60pbva+tXO0cfYWoMBnCdQZ4V5bnldfjFJYVZ/dns6aHGPmYZDe0A9dkxrYnyEnYCImZVQlmCBrTIrkk1sKZqfl2QwEDRbWUqyvaWiS7CxwsPJxrYRxKnKy8zNzs/AwdLT1NXW19jZ2tvc3d7f0NHi4+Tl4eXgAAOw==) . The file will be terminated by a line consisting of a single 0.

Output will consist of a series of lines, one for each line of the input. Each line will consist of the number *m* according to the above scheme.

## Sample input

17

0

## Sample output

7

### 190 - Circle Through Three Points

Time limit: 3.000 seconds

|  |
| --- |
| **Circle Through Three Points** |

Your team is to write a program that, given the Cartesian coordinates of three points on a plane, will find the equation of the circle through them all. The three points will not be on a straight line.

The solution is to be printed as an equation of the form
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and an equation of the form
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Your program must print the required equations on two lines using the format given in the sample below. Your computed values for *h*, *k*, *r*, *c*, *d*, and *e* in Equations 1 and 2 above are to be printed with three digits after the decimal point. Plus and minus signs in the equations should be changed as needed to avoid multiple signs before a number. Plus, minus, and equal signs must be separated from the adjacent characters by a single space on each side. No other spaces are to appear in the equations. Print a single blank line after each equation pair.

## Sample input

7.0 -5.0 -1.0 1.0 0.0 -6.0

1.0 7.0 8.0 6.0 7.0 -2.0

## Sample output

(x - 3.000)^2 + (y + 2.000)^2 = 5.000^2

x^2 + y^2 - 6.000x + 4.000y - 12.000 = 0

(x - 3.921)^2 + (y - 2.447)^2 = 5.409^2

x^2 + y^2 - 7.842x - 4.895y - 7.895 = 0

### 219 - Department of Redundancy Department

Time limit: 3.000 seconds

|  |
| --- |
| **Department of Redundancy Department** |

When designing tables for a relational database, a functional dependency (FD) is used to express the relationship between the different fields. A functional dependency is concerned with the relationship of values of one set of fields to those of another set of fields.

The notation X->Y is used to denote that when supplied values to the field(s) in set X, the assigned value for each field in set Y can be determined. For example, if a database table is to contain fields for the *social security number* (S), *name* (N), *address* (A), and *phone* (P) and each person has been assigned a unique value for S, the S field functionally determines the N, A and P fields. This is written as S->NAP.

Develop a program that will identify each redundant FD in each input group of FDs. An FD is redundant if it can be derived using other FDs in the group.

For example, if the group contains the FDs A->B, B->C, and A->C, then the third FD is redundant since the field set C can be derived using the first two. (The A fields determine values for the B fields, which in turn determine values for the fields in C.) In the group A->B, B->C, C->A, A->C, C->B, and B->A, all the FDs are redundant.

## Input

The input file contains an arbitrary number of groups of FDs. Each group is preceded by a line containing an integer no larger than 100 specifying the number of FDs in that group. A group with zero FDs indicates the end of the input.

Each FD in the group appears on a separate line containing two non-empty lists of field names separated by the characters - and >. The lists of field names contain only uppercase alphabetic characters. Functional dependency lines contain no blanks or tabs. There are no trivially redundant FDs (for example, A->A).

For identification purposes, groups are numbered sequentially, starting with 1; the FDs are also numbered sequentially, starting with 1 in each group.

## Output

For each group, in order, your program must identify the group, each redundant FD in the group, and a sequence of the other FDs in the group which were used to determine the indicated FD is redundant. If more than one sequence of FDs can be used to show another FD is redundant, any such sequence is acceptable, even if it is not the shortest proof sequence. Each FD in an acceptable proof sequence must, however, be necessary.

If a group of FDs contains no redundancy, display No redundant FDs.

There should be a blank line after every test case

## Sample Input

3

A->BD

BD->C

A->C

6

P->RST

VRT->SQP

PS->T

Q->TR

QS->P

SR->V

5

A->B

A->C

B->D

C->D

A->D

3

A->B

B->C

A->D

0

## Sample Output

Set number 1

FD 3 is redundant using FDs: 1 2

Set number 2

FD 3 is redundant using FDs: 1

FD 5 is redundant using FDs: 4 6 2

Set number 3

FD 5 is redundant using FDs: 1 3

--OR--

FD 5 is redundant using FDs: 2 4

Set number 4

No redundant FDs.

### 236 - VTAS - Vessel Traffic Advisory Service

Time limit: 3.000 seconds

|  |
| --- |
| **VTAS - Vessel Traffic Advisory Service** |

In order to promote safety and efficient use of port facilities, the Association of Coastal Merchants (ACM) has developed a concept for a Vessel Traffic Advisory Service (VTAS) that will provide traffic advisories for vessels transiting participating ports.

The concept is built on a computer program that maintains information about the traffic patterns and reported movements of vessels within the port over multiple days. For each port, the traffic lanes are defined between waypoints. The traffic lanes have been designated as directional to provide traffic separation and flow controls. Each port is represented by a square matrix containing the distances (in nautical miles) along each valid traffic lane. The distances are defined from each row waypoint to each column waypoint. A distance of 0 indicates that no valid traffic lane exists between the two waypoints.

Vessel traffic enters the port at a waypoint and transits the traffic lanes. A vessel may begin its transit at any of the waypoints and must follow a valid connected route via the valid traffic lanes. A vessel may end its transit at any valid waypoint.

The service provided by the VTAS to transiting vessels includes:

* Projection of arrival times at waypoints
* Notification of invalid routes
* Projected encounters with other vessels on each leg of the transit. An ``encounter" occurs when two vessels are between common waypoints (either traffic lane) at a common time
* Warning of close passing with another vessel in the vicinity of a waypoint (within 3 minutes of projected waypoint arrival)

Reported times will be rounded to the nearest whole minute. Time is maintained based on a 24 hour clock (i.e. 9 am is 0900, 9 PM is 2100, midnight is 0000). Speed is measured in knots which is equal to 1 nautical mile per hour.

## Input

The input file for the computer program includes several datasets, each containing a Port Specification to provide the description of the traffic patterns within the port and a Traffic List which contains the sequence of vessels entering the port and their intended tracks. The end of each dataset is indicated by a Vessel Name beginning with an ``\*".

Port Specification: Number of Waypoints in Port (an integer *N*)

Waypoint ID List (*N* single-character designators)

Waypoint Connection Matrix (*N* rows of *N* real values specifying the distances between waypoints in nautical miles)

Traffic List: Vessel Name (alphabetic characters)

Time at first waypoint (on 24-hour clock) & Planned Transit Speed (in knots)

Planned Route (ordered list of waypoints)

Output

The output for each dataset shall provide for each vessel as it enters the port a listing indicating the arrival of the vessel and its planned speed followed by a table containing the waypoints in its route and projected arrival at each waypoint. Following this table will be appropriate messages indicating:

* Notification of Invalid Routes
* Projected Encounters on each leg
* Warning of close passing at waypoints

All times are to be printed as four-digit integers with leading zeros when necessary. Print a blank line after each dataset.

**Assumptions & Limitations:**

1. Vessel names are at most 20 characters long.

2. There are at most 20 waypoints in a port and at most 20 waypoints in any route.

3. There will be at most 20 vessels in port at any time.

4. A vessel will complete its transit in at most 12 hours.

5. No more than 24 hours will elapse between vessel entries.

## Sample Input

6   
ABCDEF   
0 3 0 0 0 0   
3 0 0 2 0 0   
0 3 0 0 0 0   
0 0 0 0 3 0   
0 0 2 0 0 4   
0 0 0 0 4 0   
Tug   
2330 12   
ABDEF   
WhiteSailboat   
2345 6   
ECBDE   
TugWBarge   
2355 5   
DECBA   
PowerCruiser   
0 15   
FECBA   
LiberianFreighter   
7 18   
ABDXF   
ChineseJunk   
45 8   
ACEF   
\*\*\*\*\*
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## Sample Output

Tug entering system at 2330 with a planned speed of 12.0 knots

Waypoint: A B D E F

Arrival: 2330 2345 2355 0010 0030

WhiteSailboat entering system at 2345 with a planned speed of 6.0 knots

Waypoint: E C B D E

Arrival: 2345 0005 0035 0055 0125

TugWBarge entering system at 2355 with a planned speed of 5.0 knots

Waypoint: D E C B A

Arrival: 2355 0031 0055 0131 0207

Projected encounter with Tug on leg between Waypoints D & E

\*\* Warning \*\* Close passing with Tug at Waypoint D

PowerCruiser entering system at 0000 with a planned speed of 15.0 knots

Waypoint: F E C B A

Arrival: 0000 0016 0024 0036 0048

Projected encounter with Tug on leg between Waypoints F & E

Projected encounter with WhiteSailboat on leg between Waypoints C & B

\*\* Warning \*\* Close passing with WhiteSailboat at Waypoint B

LiberianFreighter entering system at 0007 with a planned speed of 18.0 knots

\*\*> Invalid Route Plan for Vessel: LiberianFreighter

ChineseJunk entering system at 0045 with a planned speed of 8.0 knots

\*\*> Invalid Route Plan for Vessel: ChineseJunk

### 256 - Quirksome Squares

Time limit: 3.000 seconds

|  |
| --- |
| **Quirksome Squares** |

The number 3025 has a remarkable quirk: if you split its decimal representation in two strings of equal length (30 and 25) and square the sum of the numbers so obtained, you obtain the original number:
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The problem is to determine all numbers with this property having a given even number of digits.

For example, 4-digit numbers run from 0000 to 9999. Note that leading zeroes should be taken into account. This means that 0001 which is equal to ![tex2html_wrap_inline28](data:image/gif;base64,R0lGODlhSgAeAIAAAAAAAP///yH5BAEAAAEALAAAAABKAB4AAAKzjI+py+1/gASIwotzVFYaG3nJpDkkN4LfR4ls4MKtWoZyGL/cqd/+v6DtbJVhCugSJYVFEyjHjHmgz07V9FiOgirrUadtMCvX5lc2oYXDjDERCOO2z8oyLo2nq+VBfS+35fS2YoRCRsTWJ9hDeBb4VjdoKGbXeMhnIzWTBTHVlScZyoPTeTHKKVZTqrrY5sYKi4UaS9v5ulGbO6fL2+v7CxwsPExcbHyMnKy8zNzs/AwNWwAAOw==) is a quirksome number of 4 digits. The number of digits may be 2,4,6 or 8. Although maxint is only 32767 and numbers of eight digits are asked for, a well-versed programmer can keep his numbers in the range of the integers. However efficiency should be given a thought.

## Input

The input of your program is a textflle containing numbers of digits (taken from 2,4,6,8), each number on a line of its own.

## Output

The output is a textfile consisting of lines containing the quirksome numbers (ordered according to the input numbers and for each input number in increasing order).

**Warning:** Please note that the number of digits in the output is equal to the number in the corresponding input line : leading zeroes may not be suppressed.

## Sample Input

2

2

## Sample Output

00

01

81

00

01

81

### 264 - Count on Cantor

Time limit: 3.000 seconds

|  |
| --- |
| **Count on Cantor** |

One of the famous proofs of modern mathematics is Georg Cantor's demonstration that the set of rational numbers is enumerable. The proof works by using an explicit enumeration of rational numbers as shown in the diagram below.
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In the above diagram, the first term is 1/1, the second term is 1/2, the third term is 2/1, the fourth term is 3/1, the fifth term is 2/2, and so on.

## Input and Output

You are to write a program that will read a list of numbers in the range from 1 to ![tex2html_wrap_inline29](data:image/gif;base64,R0lGODlhGAAQAIAAAAAAAP///yH5BAEAAAEALAAAAAAYABAAAAI3jI95oO0GonyPQWTTVFbmxUTaF5Ai9JHlCLYai7oYXGbnjNnqm8uOqaOsejEK0DfytG5CDlNRAAA7)and will print for each number the corresponding term in Cantor's enumeration as given below. No blank line should appear after the last number.

The input list contains a single number per line and will be terminated by end-of-file.

## Sample input

3

14

7

## Sample output

TERM 3 IS 2/1

TERM 14 IS 2/4

TERM 7 IS 1/4

### 305 - Joseph

Time limit: 3.000 seconds

|  |
| --- |
| **Joseph** |

The Joseph's problem is notoriously known. For those who are not familiar with the original problem: from among *n* people, numbered 1, 2, ..., *n*, standing in circle every*m*th is going to be executed and only the life of the last remaining person will be saved. Joseph was smart enough to choose the position of the last remaining person, thus saving his life to give us the message about the incident. For example when *n* = 6 and*m* = 5 then the people will be executed in the order 5, 4, 6, 2, 3 and 1 will be saved.

Suppose that there are *k* good guys and *k* bad guys. In the circle the first *k* are good guys and the last *k* bad guys. You have to determine such minimal *m* that all the bad guys will be executed before the first good guy.

## Input

The input file consists of separate lines containing *k*. The last line in the input file contains 0. You can suppose that 0 < *k* < 14.

## Output

The output file will consist of separate lines containing *m* corresponding to *k* in the input file.

## Sample Input

3

4

0

## Sample Output

5

30

### 324 - Factorial Frequencies

Time limit: 3.000 seconds

|  |
| --- |
| **Factorial Frequencies** |

In an attempt to bolster her sagging palm-reading business, Madam Phoenix has decided to offer several numerological treats to her customers. She has been able to convince them that the frequency of occurrence of the digits in the decimal representation of factorials bear witness to their futures. Unlike palm-reading, however, she can't just conjure up these frequencies, so she has employed you to determine these values.

Recall that the definition of *n*! (that is, *n* factorial) is just ![tex2html_wrap_inline28](data:image/gif;base64,R0lGODlhjAAYAIAAAAAAAP///yH5BAEAAAEALAAAAACMABgAAALUjGGpyx0AnZwQzYuz1tVuGT3et4Qhiabqs5bKqZ5wS9fJyOBHI+s6y/PMgC4b74j63XBD0TLHVL5+s6axqjQxMUJO9pax7sZGENiB0L64aekU1L50pBFx2SnuHEbuN/u/YWd3tyfXtcbW52TYx0c3eFdhWIhIEQd3BrWIJpR1SagpaFGXyfmEVum3qUlZ0gkXFRt0isQyOjerOoXr2pvbhMUpu8tKqyrJUUtCZfmVA1oaDT1NXW19jZ2tvc3d7f0NHi4+Tl5ufo6err7O3u7+Dh8vXwAAOw==) . As she expects to use either the day of the week, the day of the month, or the day of the year as the value of *n*, you must be able to determine the number of occurrences of each decimal digit in numbers as large as 366 factorial (366!), which has 781 digits.

## Input and Output

The input data for the program is simply a list of integers for which the digit counts are desired. All of these input values will be less than or equal to 366 and greater than 0, except for the last integer, which will be zero. Don't bother to process this zero value; just stop your program at that point. The output format isn't too critical, but you should make your program produce results that look similar to those shown below.

Madam Phoenix will be forever (or longer) in your debt; she might even give you a trip if you do your job well!

## Sample Input

3

8

100

0

## Sample Output

3! --

(0) 0 (1) 0 (2) 0 (3) 0 (4) 0

(5) 0 (6) 1 (7) 0 (8) 0 (9) 0

8! --

(0) 2 (1) 0 (2) 1 (3) 1 (4) 1

(5) 0 (6) 0 (7) 0 (8) 0 (9) 0

100! --

(0) 30 (1) 15 (2) 19 (3) 10 (4) 10

(5) 14 (6) 19 (7) 7 (8) 14 (9) 20

### 344 - Roman Digititis

Time limit: 3.000 seconds

|  |
| --- |
| **Roman Digititis** |

Many persons are familiar with the Roman numerals for relatively small numbers. The symbols ``i", ``v", ``x", ``l", and ``c" represent the decimal values 1, 5, 10, 50, and 100 respectively. To represent other values, these symbols, and multiples where necessary, are concatenated, with the smaller-valued symbols written further to the right. For example, the number 3 is represented as ``iii", and the value 73 is represented as ``lxxiii". The exceptions to this rule occur for numbers having units values of 4 or 9, and for tens values of 40 or 90. For these cases, the Roman numeral representations are ``iv" (4), ``ix" (9), ``xl" (40), and ``xc" (90). So the Roman numeral representations for 24, 39, 44, 49, and 94 are ``xxiv", ``xxxix", ``xliv", ``xlix", and ``xciv", respectively.

The preface of many books has pages numbered with Roman numerals, starting with ``i" for the first page of the preface, and continuing in sequence. Assume books with pages having 100 or fewer pages of preface. How many ``i", ``v", ``x", ``l", and ``c" characters are required to number the pages in the preface? For example, in a five page preface we�ll use the Roman numerals ``i", ``ii", ``iii", ``iv", and ``v", meaning we need 7 ``i" characters and 2 ``v" characters.

## Input

The input will consist of a sequence of integers in the range 1 to 100, terminated by a zero. For each such integer, except the final zero, determine the number of different types of characters needed to number the prefix pages with Roman numerals.

## Output

For each integer in the input, write one line containing the input integer and the number of characters of each type required. The examples shown below illustrate an acceptable format.

## Sample Input

1

2

20

99

0

### 353 - Pesky Palindromes

Time limit: 3.000 seconds

|  |
| --- |
| **Pesky Palindromes** |

A palindrome is a sequence of one or more characters that reads the same from the left as it does from the right. For example, Z, TOT and MADAM are palindromes, but ADAM is not.

Your job, should you choose to accept it, is to write a program that reads a sequence of strings and for each string determines the number of UNIQUE palindromes that are substrings.

## Input and Output

The input file consists of a number of strings (one per line), of at most 80 characters each, starting in column 1.

For each non-empty input line, the output consists of one line containing the message:

The string 'input string' contains nnnnpalindromes.

where input string is replaced by the actual input string and nnnn is replaced by the number of UNIQUE palindromes that are substrings.

For input string ADAM, the UNIQUE palindromes are A, D, M and ADA so the correct output would be

The string 'ADAM' contains 4 palindromes.

## Sample input

boy

adam

madam

tot

## Sample output

The string 'boy' contains 3 palindromes.

The string 'adam' contains 4 palindromes.

The string 'madam' contains 5 palindromes.

The string 'tot' contains 3 palindromes.

## Note

The 3 unique palindromes in 'boy' are 'b', 'o' and 'y'.

The 4 unique palindromes in 'adam' are 'a', 'd', 'm', and 'ada'.

The 5 unique palindromes in 'madam' are 'm', 'a', 'd', 'ada', and 'madam'.

The 3 unique palindromes in 'tot' are 't', 'o' and 'tot'.

## Sample Output

1: 1 i, 0 v, 0 x, 0 l, 0 c

2: 3 i, 0 v, 0 x, 0 l, 0 c

20: 28 i, 10 v, 14 x, 0 l, 0 c

99: 140 i, 50 v, 150 x, 50 l, 10 c

### 369 - Combinations

Time limit: 3.000 seconds

|  |
| --- |
| **Combinations** |

Computing the exact number of ways that *N* things can be taken *M* at a time can be a great challenge when *N* and/or *M* become very large. Challenges are the stuff of contests. Therefore, you are to make just such a computation given the following:

**GIVEN:**
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Compute the **EXACT** value of:
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You may assume that the final value of *C* will fit in a 32-bit Pascal LongInt or a C long.

For the record, the exact value of 100! is:

93,326,215,443,944,152,681,699,238,856,266,700,490,715,968,264,381,621,

468,592,963,895,217,599,993,229,915,608,941,463,976,156,518,286,253,

697,920,827,223,758,251,185,210,916,864,000,000,000,000,000,000,000,000

## Input and Output

The input to this program will be one or more lines each containing zero or more leading spaces, a value for *N*, one or more spaces, and a value for *M*. The last line of the input file will contain a dummy *N*, *M* pair with both values equal to zero. Your program should terminate when this line is read.

The output from this program should be in the form:

*N* things taken *M* at a time is *C* exactly.

## Sample Input

100 6

20 5

18 6

0 0

## Sample Output

100 things taken 6 at a time is 1192052400 exactly.

20 things taken 5 at a time is 15504 exactly.

18 things taken 6 at a time is 18564 exactly.

### 382 - Perfection

Time limit: 3.000 seconds

|  |
| --- |
| **Perfection** |

From the article Number Theory in the 1994 Microsoft Encarta: ``If a, b, c are integers such that *a* = *bc*, a is called a multiple of b or of c, and b or c is called a divisor or factor of a. If c is not ![tex2html_wrap_inline41](data:image/gif;base64,R0lGODlhFAAYAIAAAAAAAP///yH5BAEAAAEALAAAAAAUABgAAAItjA2nl4segGyOQqvw0g/26n3TSGYex5xhpIYoKpIyItfjiuf6zvf+DwwKh8ECADs=) , b is called a proper divisor of a. Even integers, which include 0, are multiples of 2, for example, -4, 0, 2, 10; an odd integer is an integer that is not even, for example, -5, 1, 3, 9. A perfect number is a positive integer that is equal to the sum of all its positive, proper divisors; for example, 6, which equals 1 + 2 + 3, and 28, which equals 1 + 2 + 4 + 7 + 14, are perfect numbers. A positive number that is not perfect is imperfect and is deficient or abundant according to whether the sum of its positive, proper divisors is smaller or larger than the number itself. Thus, 9, with proper divisors 1, 3, is deficient; 12, with proper divisors 1, 2, 3, 4, 6, is abundant."

## Problem Statement

Given a number, determine if it is perfect, abundant, or deficient.

## Input

A list of *N* positive integers (none greater than 60,000), with 1 < *N* < 100. A 0 will mark the end of the list.

## Output

The first line of output should read PERFECTION OUTPUT. The next *N* lines of output should list for each input integer whether it is perfect, deficient, or abundant, as shown in the example below. Format counts: the echoed integers should be right justified within the first 5 spaces of the output line, followed by two blank spaces, followed by the description of the integer. The final line of output should read END OF OUTPUT.

## Sample Input

15 28 6 56 60000 22 496 0

## Sample Output

PERFECTION OUTPUT

15 DEFICIENT

28 PERFECT

6 PERFECT

56 ABUNDANT

60000 ABUNDANT

22 DEFICIENT

496 PERFECT

END OF OUTPUT

### 401 - Palindromes

Time limit: 3.000 seconds

|  |
| --- |
| **Palindromes** |

A regular palindrome is a string of numbers or letters that is the same forward as backward. For example, the string "ABCDEDCBA" is a palindrome because it is the same when the string is read from left to right as when the string is read from right to left.

A mirrored string is a string for which when each of the elements of the string is changed to its reverse (if it has a reverse) and the string is read backwards the result is the same as the original string. For example, the string "3AIAE" is a mirrored string because "A" and "I" are their own reverses, and "3" and "E" are each others' reverses.

A mirrored palindrome is a string that meets the criteria of a regular palindrome and the criteria of a mirrored string. The string "ATOYOTA" is a mirrored palindrome because if the string is read backwards, the string is the same as the original and because if each of the characters is replaced by its reverse and the result is read backwards, the result is the same as the original string. Of course, "A", "T", "O", and "Y" are all their own reverses.  
A list of all valid characters and their reverses is as follows.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Character | Reverse | Character | Reverse | Character | Reverse |
| A | A | M | M | Y | Y |
| B |  | N |  | Z | 5 |
| C |  | O | O | 1 | 1 |
| D |  | P |  | 2 | S |
| E | 3 | Q |  | 3 | E |
| F |  | R |  | 4 |  |
| G |  | S | 2 | 5 | Z |
| H | H | T | T | 6 |  |
| I | I | U | U | 7 |  |
| J | L | V | V | 8 | 8 |
| K |  | W | W | 9 |  |
| L | J | X | X |  |  |

**Note** that O (zero) and 0 (the letter) are considered the same character and therefore**ONLY** the letter "0" is a valid character.

## Input

Input consists of strings (one per line) each of which will consist of one to twenty valid characters. There will be no invalid characters in any of the strings. Your program should read to the end of file.

## Output

For each input string, you should print the string starting in column 1 immediately followed by exactly one of the following strings.

|  |  |
| --- | --- |
| STRING | CRITERIA |
| " -- is not a palindrome." | if the string is not a palindrome and is not a mirrored string |
| " -- is a regular palindrome." | if the string is a palindrome and is not a mirrored string |
| " -- is a mirrored string." | if the string is not a palindrome and is a mirrored string |
| " -- is a mirrored palindrome." | if the string is a palindrome and is a mirrored string |

**Note** that the output line is to include the -'s and spacing exactly as shown in the table above and demonstrated in the Sample Output below.

In addition, after each output line, you must print an empty line.

## Sample Input

NOTAPALINDROME

ISAPALINILAPASI

2A3MEAS

ATOYOTA

## Sample Output

NOTAPALINDROME -- is not a palindrome.

ISAPALINILAPASI -- is a regular palindrome.

2A3MEAS -- is a mirrored string.

ATOYOTA -- is a mirrored palindrome.

Miguel Revilla 2001-04-16

### 406 - Prime Cuts

Time limit: 3.000 seconds

|  |
| --- |
| **Prime Cuts** |

A prime number is a counting number ( ![tex2html_wrap_inline26](data:image/gif;base64,R0lGODlhRQAZAIAAAAAAAP///yH5BAEAAAEALAAAAABFABkAAAJ3jGGpG+AM24u0HoesvHZODS5Zp3zQZ4bgWKEs46ryG8UrLbf5pqW7PsOJMMKfKJjzGY8hJaxUXDaao6hNehpmExlfzJvCDBFET7jcPXMkLzG07eTOTmEsSRVl2il5fW8P1IQHSFhoeIiYqLjI2Oj4CBkpOUm5VwAAOw==) ) that is evenly divisible only by 1 and itself. In this problem you are to write a program that will cut some number of prime numbers from the list of prime numbers between (and including) 1 and *N*. Your program will read in a number *N*; determine the list of prime numbers between 1 and*N*; and print the *C*\*2 prime numbers from the center of the list if there are an even number of prime numbers or (*C*\*2)-1 prime numbers from the center of the list if there are an odd number of prime numbers in the list.

## Input

Each input set will be on a line by itself and will consist of 2 numbers. The first number ( ![tex2html_wrap_inline38](data:image/gif;base64,R0lGODlhaQAaAIAAAAAAAP///yH5BAEAAAEALAAAAABpABoAAALMjGGpy50A0Yuu2iAX1ZDtmF3KVpGYyIVTx2Fhxx5IfKKy2syv7eJeKwsKY0QezaLL+HLL30gpIUahD5TpMq1ij0igS/gNi5s33mG4Jee8LCm4WLpuy2SQuTbJj7Nvkbz0hBenpsHGF+Z2ZsO1tmLG2KiHSLWntQgJlmmFafl22EYpeLmEwznYFThE6QZi6pTyQgjIZBdEAxMrdrfL2+vBJffnO0xcXNyKbLyC7Krs/AwdLT1NXW19jZ2tvc3d7f0NHi4+Tl5ufo6eXlwAADs=) ) is the maximum number in the complete list of prime numbers between 1 and *N*. The second number ( ![tex2html_wrap_inline42](data:image/gif;base64,R0lGODlhUwAaAIAAAAAAAP///yH5BAEAAAEALAAAAABTABoAAAKYjGGpy70AQ0SuVhgT3tS+7GCfp4iWeTykBobt0Z1vg7SxtEq3S+/MHNJ1br5PcUTzoEgUEFF2/EVd0x8spaJWYdvSktmcWKErYNmcZOGyYGbwXPb6ukKZNFe/EOd4Lo+N96VxJyd4ohfWB8hiQ6fY4/goOUlZacnFYTiZyXHp+QkaKjpKWmp6ipqqusra6voKGys7S1t7WgAAOw==) ) defines the *C*\*2 prime numbers to be printed from the center of the list if the length of the list is even; or the (*C*\*2)-1 numbers to be printed from the center of the list if the length of the list is odd.

## Output

For each input set, you should print the number *N* beginning in column 1 followed by a space, then by the number *C*, then by a colon (:), and then by the center numbers from the list of prime numbers as defined above. If the size of the center list exceeds the limits of the list of prime numbers between 1 and *N*, the list of prime numbers between 1 and *N* (inclusive) should be printed. Each number from the center of the list should be preceded by exactly one blank. Each line of output should be followed by a blank line. Hence, your output should follow the exact format shown in the sample output.

## Sample Input

21 2

18 2

18 18

100 7

## Sample Output

21 2: 5 7 11

18 2: 3 5 7 11

18 18: 1 2 3 5 7 11 13 17

100 7: 13 17 19 23 29 31 37 41 43 47 53 59 61 67

### 408 - Uniform Generator

Time limit: 3.000 seconds

|  |
| --- |
| **Uniform Generator** |

Computer simulations often require random numbers. One way to generate pseudo-random numbers is via a function of the form
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where `` ![tex2html_wrap_inline31](data:image/gif;base64,R0lGODlhDQAbAIAAAAAAAP///yH5BAEAAAEALAAAAAANABsAAAIuDB6pkGj8ljzOyKYs1guy2nnZ2HwUKXJbBUUu17JlloJRS+b6zvf+DwwKh8ReAQA7) " is the modulus operator.

Such a function will generate pseudo-random numbers (*seed*) between 0 and *MOD*-1. One problem with functions of this form is that they will always generate the same pattern over and over. In order to minimize this effect, selecting the *STEP* and *MOD*values carefully can result in a uniform distribution of all values between (and including) 0 and *MOD*-1.

For example, if *STEP* = 3 and *MOD* = 5, the function will generate the series of pseudo-random numbers 0, 3, 1, 4, 2 in a repeating cycle. In this example, all of the numbers between and including 0 and *MOD*-1 will be generated every *MOD* iterations of the function. Note that by the nature of the function to generate the same *seed*(*x*+1) every time *seed*(*x*) occurs means that if a function will generate all the numbers between 0 and *MOD*-1, it will generate pseudo-random numbers uniformly with every*MOD* iterations.

If *STEP* = 15 and *MOD* = 20, the function generates the series 0, 15, 10, 5 (or any other repeating series if the initial seed is other than 0). This is a poor selection of*STEP* and *MOD* because no initial seed will generate all of the numbers from 0 and*MOD*-1.

Your program will determine if choices of *STEP* and *MOD* will generate a uniform distribution of pseudo-random numbers.

## Input

Each line of input will contain a pair of integers for *STEP* and *MOD* in that order ( ![tex2html_wrap_inline77](data:image/gif;base64,R0lGODlh6AAZAPcAAAAAAP///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACwAAAAA6AAZAAAI/wADCAQgsKDBgwgTGgRAMADDhg8jRiwosSLFigwVXsyIcOJCjhw/YtRIkmTDgw8VphSJMmTLkwNdOnTpsSRLjTQhngwJcybKjjBlJhS68mbMoUF7mhQ6kyhBpz6P8nyqNOPUqD6J2txokybFiws/dmxJ1qRDoD2LghVbdqnSsWyxYrW6k+rao1Lrzk27Ve7SsGfvBsYbOK3hkna/5nwrE+rfrYcJ75189S5dsJW/Imaq8m1boJpBx1UpN7Hk0X5Tc+0bubTeq5kpv9YLuLNnnBKRuuU8uetcv5wbV2XMm3TcnJhnC4at/PTtmn2bMuW90vPIrol1Gt2u9rT06APbIv/Pm3x586y0Q9sGj9q75c7sC0OUHLx1+5i3h4pPWp48/fOXOcdafuH9JJpuBgrGmlTOEXegggj6dhx//qFnXn8WCjhgfvbht16CTbEHUmzeCWcYgR4itt+Esl1YYYDAiRjcZ+6lqF6IEdbWG2pOURhddyDu2OKLPsJoZF3QSYhWg7mJdB1+05k4n3SL2biRRfEN9lJRMGJ4ZGpfMpdlfECOaSaKG6Jp5ppl4rjamy/Fud2adNa5oJ145qnnnnZilCSfdaoJKGR+FjfooYgmSqaijDbq6KOQRirppJRWaumlmGaq6aacdurpp6CGKuqopJZq6qmopqrqqqy26uqrsMYFKit4AQEAOw==) ).

## Output

For each line of input, your program should print the *STEP* value right- justified in columns 1 through 10, the *MOD* value right-justified in columns 11 through 20 and either ``Good Choice" or ``Bad Choice" left-justified starting in column 25. The ``Good Choice" message should be printed when the selection of *STEP* and *MOD*will generate all the numbers between and including 0 and *MOD*-1 when MOD numbers are generated. Otherwise, your program should print the message ``Bad Choice". After each output test set, your program should print exactly one blank line.

## Sample Input

3 5

15 20

63923 99999

## Sample Output

3 5 Good Choice

15 20 Bad Choice

63923 99999 Good Choice

### 409 - Excuses, Excuses!

Time limit: 3.000 seconds

|  |
| --- |
| **Excuses, Excuses!** |

Judge Ito is having a problem with people subpoenaed for jury duty giving rather lame excuses in order to avoid serving. In order to reduce the amount of time required listening to goofy excuses, Judge Ito has asked that you write a program that will search for a list of keywords in a list of excuses identifying lame excuses. Keywords can be matched in an excuse regardless of case.

## Input

Input to your program will consist of multiple sets of data.

* Line 1 of each set will contain exactly two integers. The first number ( ![tex2html_wrap_inline30](data:image/gif;base64,R0lGODlhVwAaAIAAAAAAAP///yH5BAEAAAEALAAAAABXABoAAAKkjGGpy50A45GuVqpoRJbhyz1hN43ilCFQRoqms7JteaXoHbywvp9zzvMBcbEc6XPkBBtIZihWjFqayWGLWrVqg5tfqdsBe6PPZ7h4hS5T6wWa/Jihp+W2LSuUyueet51NF7dlNsbncucFxDOiVKaIBbOjITbmtOFomKi5yUnT+QkaenZJKUp6KZqqusra6voKGys7S1tre4ubq7vL2+v7Cxy8UAAAOw==) ) defines the number of keywords to be used in the search. The second number ( ![tex2html_wrap_inline32](data:image/gif;base64,R0lGODlhVQAaAIAAAAAAAP///yH5BAEAAAEALAAAAABVABoAAAKijGGpy50Ao0SuushwkPbC/ilUd4RLaG5IOpJq62Wu1rToaMJWuuMHycvgKDkfMFjJzZCnYelhTDKlNKpL+MxuetMaClS9FqGPo05aNl+1KvJPfMaelnSR8w2Pl3T6Zl/ZptXnERc2KFQoIrgysYZnNxEm5tX41OWIman5stnp+bkWWQkqygF6ipqqusra6voKGys7S1tre4ubq7vL2+v761AAADs=) ) defines the number of excuses in the set to be searched.
* Lines 2 through *K*+1 each contain exactly one keyword.
* Lines *K*+2 through *K*+1+*E* each contain exactly one excuse.
* All keywords in the keyword list will contain only contiguous lower case alphabetic characters of length *L* ( ![tex2html_wrap_inline42](data:image/gif;base64,R0lGODlhUwAaAIAAAAAAAP///yH5BAEAAAEALAAAAABTABoAAAKbjGGpy50Ao5v0QCZDRHVlenVY6HGkhpyc+IGraL2eEpI2fFZ5t5ePubrpehNio+WwAX8Pl4z1PBpdFuahiORNY9GhFdV0wqq4re8r1JZnXjUtGBxnSy8zqkvW5NNlfAsv1VW3l7IBiJFkOKcTuMFkNxYpObk4aXmJqaVYGbnpmAkaKjpKWmp6ipqqusra6voKGys7S1tre4v7WgAAOw==) ) and will occupy columns 1 through *L* in the input line.
* All excuses can contain any upper or lower case alphanumeric character, a space, or any of the following punctuation marks [SPMamp".,!?&] not including the square brackets and will not exceed 70 characters in length.
* Excuses will contain at least 1 non-space character.

## Output

For each input set, you are to print the worst excuse(s) from the list.

* The worst excuse(s) is/are defined as the excuse(s) which contains the largest number of incidences of keywords.
* If a keyword occurs more than once in an excuse, each occurrance is considered a separate incidence.
* A keyword ``occurs" in an excuse if and only if it exists in the string in contiguous form and is delimited by the beginning or end of the line or any non-alphabetic character or a space.

For each set of input, you are to print a single line with the number of the set immediately after the string ``Excuse Set #". (See the Sample Output). The following line(s) is/are to contain the worst excuse(s) one per line exactly as read in. If there is more than one worst excuse, you may print them in any order.

After each set of output, you should print a blank line.

## Sample Input

5 3

dog

ate

homework

canary

died

My dog ate my homework.

Can you believe my dog died after eating my canary... AND MY HOMEWORK?

This excuse is so good that it contain 0 keywords.

6 5

superhighway

crazy

thermonuclear

bedroom

war

building

I am having a superhighway built in my bedroom.

I am actually crazy.

1234567890.....,,,,,0987654321?????!!!!!!

There was a thermonuclear war!

I ate my dog, my canary, and my homework ... note outdated keywords?

## Sample Output

Excuse Set #1

Can you believe my dog died after eating my canary... AND MY HOMEWORK?

Excuse Set #2

I am having a superhighway built in my bedroom.

There was a thermonuclear war!

### 412 - Pi

Time limit: 3.000 seconds

|  |
| --- |
| **Pi** |

Professor Robert A. J. Matthews of the Applied Mathematics and Computer Science Department at the University of Aston in Birmingham, England has recently described howthe positions of stars across the night skymay be used to deduce a surprisingly accurate value of ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) . This result followed from the application of certain theorems in number theory.

Here, we don'thave the night sky, but can use the same theoretical basis to form an estimate for ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) :

Given any pair of whole numbers chosen from a large, random collection of numbers, the probability that the twonumbers have no common factor other than one (1) is

![displaymath47](data:image/gif;base64,R0lGODlhAwEjAIAAAAAAAP///yH5BAEAAAEALAAAAAADASMAAAKyjI+py+0Po5y02ouzBUD7D4biSJYZ13HmyrbuC0+docb2jec6U+/+DwyCesKi8XhEBYjIpvNp6jGh1Ko1Ip1dt9xutgsOQ7/ishlIPqvXMdWUDY+LlPK6/Y7P6/f8vv8PGCg4SFhoeDiIorjIqIX4CBkpOUkJp1iJGTTzltn5sunoKdoWOmq6wnmqKtGI4LYKS9HouBlrC5GSkrB42+tQ6huMqytc/OAGbKwMqtzsyvxQAAA7)

For example, using the *small* collection of numbers: 2, 3, 4, 5, 6; there are 10 pairs that can be formed: (2,3), (2,4), etc. Six of the 10 pairs: (2,3), (2,5), (3,4), (3,5), (4,5) and (5,6) have no common factor other than one. Using the ratio of the counts as the probability we have:

![displaymath49](data:image/gif;base64,R0lGODlhLgFJAIAAAAAAAP///yH5BAEAAAEALAAAAAAuAUkAAAL+jI+py+0Po5y02ksBwLwb7YXiSJbmeWkbiJpqwLbyTNc2tn35ze0xDwwKh7gd0fI7KpfMYbL5eEKn1GoPJLW+stau1xvjTsPGr/kMJaPV6LabyDbH3/S6bA72le38fgffBeg3SBiBtZcHg1jI2Jjw8gbpOElZaXmJmSG1mNnpeaeyx/lJWuphtCVmusqaEtoKGys72xpqe/taYasw2oD7K0kr/HWY2juMbLqbzEyXOxLcLC2nE7gQPZ2tWz2GfagNXmSNIBhufn0M96h3bo5LvjJ+UN6O/Ev+Ic+tWK+9Eg8PW5My9PoNS6eP3z6DzbDYIciOobRvztbNQyhxVQ7XVVosLswojAXHbs8ogjx5RiDKlSxbunwJM6bMmTRr2ryJM6fOnTx7+vwJNKjQoUSLGj2KNKnSpUybOn0KNarUqVSrWr2KNavWrVxxqsSHbh3GrpdELnp28Z/CkWTLRmQg6iIMeG3dCBy7TwxEXm/rtninC22+K1E80v3ot8S9bWkV4T3sAKJavon/8nsMV/CEZb4MJ2FbGYecUXsXgg6NBKArb0ggX/PcF7WLyakdF6uNGKxcbmFku8i9+vTutZ9hDz7uO4RZEl+jbNQDXRJFwMkzNY8spgAAOw==)

In this problem, you'll receive a series of data sets. Each data set contains a set of pseudo-random positive integers. For each data set, find the portion of the pairs which may be formed that have nocommon factor other than one (1), and use the method illustrated above to obtain an estimate for ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) . Report this estimate for each data set.

## Input

The input consists of a series of data sets.

The first line of each data set contains a positive integer value, *N*, greater than one (1) and less than 50.

There is one positive integer per line for the next *N* lines that constitute the set for which the pairs are to be examined. These integers are each greater than 0 and less than 32768.

Each integer of the input stream has its first digit as the first character on the input line.

The set size designator, *N*, will be zero to indicate the end of data.

## Output

A line with a single real value is to be emitted for each input data set encountered. This value is the estimate for ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) for the data set. An output format like the sample below should be used. Answers must be rounded to six digits after the decimal point.

For some data sets, it may be impossible to estimate a value for ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) . This occurs when there are *no* pairs without common factors. In these cases, emit the single-line message:

No estimate for this data set.

exactly, starting with the first character, "N", as the first character on the line.

## Sample Input

5

2

3

4

5

6

2

13

39

0

## Sample Output (Your output for the float/real, using your chosen language, may be default-formatted differently).

3.162278

No estimate for this data set.

### 424 - Integer Inquiry

Time limit: 3.000 seconds

|  |
| --- |
| **Integer Inquiry** |

One of the first users of BIT's new supercomputer was Chip Diller. He extended his exploration of powers of 3 to go from 0 to 333 and he explored taking various sums of those numbers.

``This supercomputer is great,'' remarked Chip. ``I only wish Timothy were here to see these results.'' (Chip moved to a new apartment, once one became available on the third floor of the Lemon Sky apartments on Third Street.)

## Input

The input will consist of at most 100 lines of text, each of which contains a single VeryLongInteger. Each VeryLongInteger will be 100 or fewer characters in length, and will only contain digits (no VeryLongInteger will be negative).

The final input line will contain a single zero on a line by itself.

## Output

Your program should output the sum of the VeryLongIntegers given in the input.

## Sample Input

123456789012345678901234567890

123456789012345678901234567890

123456789012345678901234567890

0

## Sample Output

370370367037037036703703703670

### 435 - Block Voting

Time limit: 3.000 seconds

|  |
| --- |
| **Block Voting** |

Different types of electoral systems exist. In a block voting system the members of a party do not vote individually as they like, but instead they must collectively accept or reject a proposal. Although a party with many votes clearly has more power than a party with few votes, the votes of a small party can nevertheless be crucial when they are needed to obtain a majority. Consider for example the following five-party system:

![tabular21](data:image/gif;base64,R0lGODlhggCFAIAAAAAAAP///yH5BAEAAAEALAAAAACCAIUAAAL+hI+py+0Po5wtgICz3rz7D4biSJaeYabqyrYp6sbyTHdwjee6eO/+n+sBLZfhSjhD/pRGXhHH3EWbnykriiA+MVku6qAFh4viV7fcHW/LXisRlEV/YQvtRt7C2/dsMf3iNiVH9tdmx2ZoEeOXcePX4zjH5QQXuRWW2IgE5hbCSbgGqlmXQFllmfh3ieilKPM1qqEaa5N2cnmHqofImdvphKppCKgkWln59JlsHIv7OyIU3Lv3tuyJK1vX5uDrjH21qpBt+cjKIfic900ltU4dBMtOhWVbUyrfRG+e5I4P7w8QYLqABBdROIgwocKFCF0VfLikH8SJ4ChatCfxyMX+KkAGQvPoTxsNkNcyPgwFxWSJehtt/IPypiXHl/ZayTyncmVOUyRDtoNp86asnzWFCQ2asqjRoz2PjcR5NCZNF2nE3Wx6KqoRrLe0eq31NexSsV65kmVn9my+nWoDpm3bkS1cfG8ZfJV7LelYoXidjgwX9e1eg7mYCkb6CiVThxhT3uM7aWriUX2H0NEhOFrljo0wby6cTabdxqQHt/wMtTRi0Z4xirzKkirquRFp851tu3Xu07h3q/Y98TBwwsMpCi9eETlE4YV6w3MulV8o6PxWE3+aeqPiv7878zatrntk7dbEJ1ebGffxtZJlo4de9xt17rqruxSdTC/9oVfs+e//ywx5j9n33HxlGaicTgmehOCCpjgoUIMQZjVhSBJWmB2G81yoIXgqjKYVc+pNZxgx+k0WGmTWhfffissZGF+GF60X3XUeMmjiiTa6yOCNH44oo0WR6OgeaN/x+ONvNKJY445F+ljQkOb9+Bp+TTrZ4T5PdrgVh1wuyWWKYVrmZZZlagjmmFeqSSSbbYIDImz1EYhklJJMeYQzKq55HoFkyOlDet7dVptrWhp3J55J8okolCYIOh6gjC7aomGOKtjdmZhOaoaOaZ4HqXRVzpijohAe2qeb7alaKat0utoqrLIxRGuttt5qVwEAOw==)

Coalition {A,B} has 7 + 4 = 11 votes, which is not a majority. When party C joins coalition {A,B}, however, {A,B,C} becomes a winning coalition with 7+4+2 = 13 votes. So even though C is a small party, it can play an important role.

As a measure of a party's power in a block voting system, John F. Banzhaf III proposed to use the power index. The key idea is that a party's power is determined by the number of minority coalitions that it can join and turn into a (winning) majority coalition. Note that the empty coalition is also a minority coalition and that a coalition only forms a majority when it has more than half of the total number of votes. In the example just given, a majority coalition must have at least 13 votes.

In an ideal system, a party's power index is proportional to the number of members of that party.

Your task is to write a program that, given an input as shown above, computes for each party its power index.

## Input Specification

The first line contains a single integer which equals the number of test cases that follow. Each of the following lines contains one test case.

The first number on a line contains an integer *P* in [1 ![tex2html_wrap_inline36](data:image/gif;base64,R0lGODlhFAACAIAAAAAAAP///yH5BAEAAAEALAAAAAAUAAIAAAIKhINokLnbAoyrAAA7) 20] which equals the number of parties for that test case. This integer is followed by *P* positive integers, separated by spaces. Each of these integers represents the number of members of a party in the electoral system. The *i*-th number represents party number *i*. No electoral system has more than 1000 votes.

## Output Specification

For each test case, you must generate *P* lines of output, followed by one empty line. *P*is the number of parties for the test case in question. The *i*-th line (*i* in [ ![tex2html_wrap_inline52](data:image/gif;base64,R0lGODlhLwAMAIAAAAAAAP///yH5BAEAAAEALAAAAAAvAAwAAAI9jGGpy80AYwzS2eug0gd7zCUh8pUPKaKoyYaHysaUulKyKU1LfVtuw+sBgxsh6PfI/HSpGvNU2Synq1yjAAA7) ]) contains the sentence:

party *i* has power index *I*

where *I* is the power index of party *i*.

## Sample Input

3

5 7 4 2 6 6

6 12 9 7 3 1 1

3 2 1 1

## Sample Output

party 1 has power index 10

party 2 has power index 2

party 3 has power index 2

party 4 has power index 6

party 5 has power index 6

party 1 has power index 18

party 2 has power index 14

party 3 has power index 14

party 4 has power index 2

party 5 has power index 2

party 6 has power index 2

party 1 has power index 3

party 2 has power index 1

party 3 has power index 1

### 440 - Eeny Meeny Moo

Time limit: 3.000 seconds

|  |
| --- |
| **Eeny Meeny Moo** |

Surely you have made the experience that when too many people use the Internet simultaneously, the net becomes very, very slow.

To put an end to this problem, the University of Ulm has developed a contingency scheme for times of peak load to cut off net access for some cities of the country in a systematic, totally fair manner. Germany's cities were enumerated randomly from 1 to*n*. Freiburg was number 1, Ulm was number 2, Karlsruhe was number 3, and so on in a purely random order.

Then a number *m* would be picked at random, and Internet access would first be cut off in city 1 (clearly the fairest starting point) and then in every *m*th city after that, wrapping around to 1 after *n*, and ignoring cities already cut off. For example, if *n*=17 and *m*=5, net access would be cut off to the cities in the order [1,6,11,16,5,12,2,9,17,10,4,15,14,3,8,13,7]. The problem is that it is clearly fairest to cut off Ulm last (after all, this is where the best programmers come from), so for a given n, the random number m needs to be carefully chosen so that city 2 is the last city selected.

Your job is to write a program that will read in a number of cities *n* and then determine the smallest integer *m* that will ensure that Ulm can surf the net while the rest of the country is cut off.

## Input Specification

The input file will contain one or more lines, each line containing one integer *n* with![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhWgAZAIAAAAAAAP///yH5BAEAAAEALAAAAABaABkAAAKlTICmy+0PIwSNGquQTQfL7n3ip4Ugd1EJik7tCIum2WWaLb3xqDOzw/L0bDTgplgZLn5JXMqFrNSmUF4ziCvRSjAuNRmV+pzYZfHGw5yVkwgnKAyzyUh016c+EvOk+VtVZWVGt+fUV5dx0CeYSJjyt7NGJGMHhrbSgjm5w5kWBmb02TlKWpqjpWWqusra6voKGys7S1tre4ubq7vL2+v7Cxws3FsAADs=) , representing the number of cities in the country.

Input is terminated by a value of zero (0) for *n*.

## Output Specification

For each line of the input, print one line containing the integer *m* fulfilling the requirement specified above.

## Sample Input

3

4

5

6

7

8

9

10

11

12

0

## Sample Output

2

5

2

4

3

11

2

3

8

16

### 445 - Marvelous Mazes

Time limit: 3.000 seconds

|  |
| --- |
| **Marvelous Mazes** |

Your mission, if you decide to accept it, is to create a maze drawing program. A maze will consist of the alphabetic characters A-Z, \* (asterisk), and spaces.

## Input and Output

Your program will get the information for the mazes from the input file. This file will contain lines of characters which your program must interpret to draw a maze. Each row of the maze will be described by a series of numbers and characters, where the numbers before a character tell how many times that character will be used. If there are multiple digits in a number before a character, then the number of times to repeat the character is the sum of the digits before that character.

The lowercase letter "b" will be used in the input file to represent spaces in the maze. The descriptions for different rows in the maze will be separated by an exclamation point (!) or by an end of line.

Descriptions for different mazes will be separated by a blank line in both input and output. The input file will be terminated by an end of file.

There is no limit to the number of rows in a maze or the number of mazes in a file, though no row will contain more than 132 characters.

Happy mazing!

## Sample Input

1T1b5T!1T2b1T1b2T!1T1b1T2b2T!1T3b1T1b1T!3T3b1T!1T3b1T1b1T!5T1\*1T

11X21b1X

4X1b1X

## Sample Output

T TTTTT

T T TT

T T TT

T T T

TTT T

T T T

TTTTT\*T

XX X

XXXX X

### 446 - Kibbles "n" Bits "n" Bits "n" Bits

Time limit: 3.000 seconds

|  |
| --- |
| **Kibbles `n' Bits `n' Bits `n' Bits** |

A certain frazzled programmer is writing a program that receives two numbers at a time in hexadecimal form, performs an addition or subtraction on them, and outputs the result in decimal form. However, the binary representation of the hexadecimal numbers also needs to be output, in the exact format shown by the sample output below.

This programmer would gladly write the routine to do this himself, but every time he tries to do anything in base 2, he breaks out in hives. So if you write this little routine for him, he would be eternally grateful.

You may assume the following:

* The largest allowable hexadecimal number is FFF.
* When subtracting, the second number will always be smaller than the first, i.e. no negative results.
* The spacing in the input file will be uniform throughout, i.e. no spaces at the beginning of a line, and one space between each element.

## Input

The input for this program will come from a file. The format for the file is as follows:

*N* (This is the number of expressions to compute)

*HEX*1 (+ or -) *HEX*2 (The first expression)

.

.

.

*HEX*1 (+ or -) *HEX*2 (The *n*th expression)

## Output

The output file should be in the following format:

*BINARY*1 (+ or -) *BINARY*2 = *DECIMAL* (first result)

.

.

.

*BINARY*1 (+ or -) *BINARY*2 = *DECIMAL* (*n*th result)

## Sample Input

2

A + 3

AAA + BBB

## Sample Output

0000000001010 + 0000000000011 = 13

0101010101010 + 0101110111011 = 5733

### 463 - Polynomial Factorization

Time limit: 3.000 seconds

|  |
| --- |
| **Polynomial Factorization** |

A polynomial is of degree k if the largest power of the variable in any term is no greter than k. For example,

![displaymath25](data:image/gif;base64,R0lGODlhJQERAIAAAAAAAP///yH5BAEAAAEALAAAAAAlAREAAALHjI+py+0Po5y02osX2CD7D4biSJbmeXTBhrbuC8fyjKgsjef6zr+3qPL9esSikTQMBVG35PEJjTJYy6nESalqalqp90u0QboKjofMTaHB7Daw8+NgE+vUqgyv11fBufsPWJHHd7EnVkPod5e1F+j4aJfYWPbQhCjpMGmgCNnpyYknJ1rVp0E2OtoA6skaqGmlikp3dfXaehs1uGihuaSrFxGHOwwot4nRy2WZGXxJ/PwlWxhszCdaOZYKvc19HGPbHb4NjnxRAAA7)

is of degree 2. It is also of degree 3, 4, 5, ...

A polynomial with integer coefficients is "prime" if it cannot be expressed as the product of two lower-degree polynomials with integer coefficients.

Write a program to express a 4th degree polynomial with integer coefficients as the product of one or more prime polynomials.

The sample below tell us that the polynomial ![tex2html_wrap_inline27](data:image/gif;base64,R0lGODlhtQAeAIAAAAAAAP///yH5BAEAAAEALAAAAAC1AB4AAAL+jI+pAesPH5gt2kjr3bz7Pn2iUoXjVWrnyiIU97YqOLdJahtmLpl+vQgBP5kYxMhz7FavZZKBUzmDOsvQ5bretLnpSOPtZnfhQ5HLJWHAT1IjbYXbyMalsJaWV7NQHXv+JrXHdHUnAzZD1kdXNhiHZQiFdBLYJ9m40SQY2SX1xwkTauZn+RSlR2NWQoqZqhqEenYmAUsj29i6dYuHuKW0q2U3hKqGAkRM2eZLipUkPMpgiRxtDLmqXEndRlflAzgqeOko+qjqjR0zXc2cMf41VuQXT5TpOb89q7yIeE+Zr69tDcCBHiYRPBgQocKFDBs6fAgxosSJFCtavIgxo8YhjRw7evwIMqTIkSRLmjyJMqXKlSxbunwJM6bMmTRrjigAADs=) has prime factors *x*-1, 2*x*+1 and  ![tex2html_wrap_inline33](data:image/gif;base64,R0lGODlhVgAeAIAAAAAAAP///yH5BAEAAAEALAAAAABWAB4AAAKfjI+ggO0Po5xUsqCq3ry7m3nRJXLLFpafqoWpRY5o7NFP/N6M3fC636KkXDucAXgM0jK5m5DExBSPCySmAkpIt5bOadsUPpNkptXaw6ET1XYT+gG63aMl6zzXBrFwl2h90Jc1sTZUReZlEviFVshGV9NymEf41Maih7mn+ce56QkaKjpKWmp6ipqqusra6voKGys7S1tre4ubq7vL21AAADs=).

## Input

The input consists on several test cases, one on each line. Each test case consists on 5 integers, representing the coefficients of a degree 4 polynomial in decreasing order of the variable power from 4 to 0. The first number will never be negative or 0.

## Output

For each test case, print the integer coefficients of each prime factor on a single line, in decreasing order of variable power. The first coefficient of prime polynomials should be positive, except maybe in the last polynomial on the list. The polynomials must be printed in increasing order of degree, and when two or more degrees match they must be sorted by increasing value of coefficients from the greatest to the lowest degree. Extra factors should be added to the last polynomial on the list. Print a blank line after each test case.

## Sample Input

2 7 -1 -6 -2

2 0 0 0 0

## Sample Output

1 -1

2 1

1 4 2

1 0

1 0

1 0

2 0

### 468 - Key to Success

Time limit: 3.000 seconds

|  |
| --- |
| **Key to Success** |

Any one-to-one mapping, *f*, of any alphabet to itself can be used to encode text by replacing each occurrence of any letter, *c*, with *f*(*c*). One such mapping could be the mapping of a letter to three positions beyond the letter in the alphabet. That is, ![tex2html_wrap_inline35](data:image/gif;base64,R0lGODlhLAANAIAAAAAAAP///yH5BAEAAAEALAAAAAAsAA0AAAJAjI+pywnfopxw2msAlvrW/HSbGIVd9WGpgmrf6pHI64ryYeb68oL+hrv9WiAYRzjMBSDIUpPpWu6ATakSyKgyCgA7) ,![tex2html_wrap_inline37](data:image/gif;base64,R0lGODlhKQANAIAAAAAAAP///yH5BAEAAAEALAAAAAApAA0AAAI7hBGpy+2fDJwUyorxzQzxgGyfR0kHSHJic53op6wx6crogefpfNJ7ZnvFIsFJUeQpGn8zntK4dMFYnwIAOw==) , ![tex2html_wrap_inline39](data:image/gif;base64,R0lGODlhLAAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAsABkAAAJOjI+pywgPmpwSRorzzXN3bzycg1mXGKCcWm1QCJax4rGLiVutM482XetphAeWisj4AXmvUUjm7JSi1GKzGtVhs8it9wsOi8fksvmMTo8LADs=) , ![tex2html_wrap_inline41](data:image/gif;base64,R0lGODlhKwAZAIAAAAAAAP///yH5BAEAAAEALAAAAAArABkAAAJUjA15y+3/FJx0goozuhr1lUgdRymXJGppEwYhuWbxgbae8+Y6Dtsz9hOdOK/Pz0UcIl2fZSSJzDVJvGITJ7teodrRkNoFHsPksvmMTqvX7Lb73SwAADs=) and so on.

With this mapping, ``The car is blue'' will be encoded as ``Wkh fdu lv eoxh''.

## Input and Output

The input begins with a single positive integer on a line by itself indicating the number of the cases following, each of them as described below. This line is followed by a blank line, and there is also a blank line between two consecutive inputs.

Your correct program should decodes the contents of each input set according to the following guidelines:

1. Only letters are encoded. Letters are mapped to letters. Uppercase letters are different from their lowercase counter parts.
2. The mapping that defines the encoding is one-to-one. That is, two different letters never map to the same letter of the alphabet ( ![tex2html_wrap_inline43](data:image/gif;base64,R0lGODlhLAAKAIAAAAAAAP///yH5BAEAAAEALAAAAAAsAAoAAAI6jI+pCOsKYntu0hhwnppCuzSYZHVeYjLGKB0gQ8bxVXLv6d4ovLZ4/hBxNkSdJwXTCGc/F43ZDEYNBQA7) and ![tex2html_wrap_inline45](data:image/gif;base64,R0lGODlhKwAMAIAAAAAAAP///yH5BAEAAAEALAAAAAArAAwAAAI7jAGmy+3PEJyUyuoSXqjrfVTSFXygQmZlMprn4aLwSkPejU9p+tZ2xOr5GiyNMdTjcTpIpjC2vAmJvQIAOw==) is impossible).
3. There are two input lines - the first one contains a text (not encoded) and the second one contains an encoded text. This text is to be decoded by your program.
4. Both lines are written by the same person.
5. It is to be assumed that any person uses letters of the alphabet with the same**RELATIVE FREQUENCY** from document to document and no two letters are used with the same frequency. That is, the most frequently used letter in the first line maps to the most frequently used letter in the second one; the second most frequently used letter maps to the second most frequently used letter and so on.

 The outputs of two consecutive cases will be separated by a blank line.

## Sample Intput

1

abacxbacac

qqqqqrrrrssstt

## Sample Output

aaaaaccccbbbxx

### 484 - The Department of Redundancy Department

Time limit: 3.000 seconds

|  |
| --- |
| **The Department of Redundancy Department** |

Write a program that will remove all duplicates from a sequence of integers and print the list of unique integers occuring in the input sequence, along with the number of occurences of each.

## Input

The input file will contain a sequence of integers (positive, negative, and/or zero). The input file may be arbitrarily long.

## Output

The output for this program will be a sequence of ordered pairs, separated by newlines. The first element of the pair must be an integer from the input file. The second element must be the number of times that that particular integer appeared in the input file. The elements in each pair are to be separated by space characters. The integers are to appear in the order in which they were contained in the input file.

## Sample Input

3 1 2 2 1 3 5 3 3 2

## Sample Output

3 4

1 2

2 3

5 1

### 488 - Triangle Wave

Time limit: 3.000 seconds

|  |
| --- |
| **Triangle Wave** |

In this problem you are to generate a triangular wave form according to a specified pair of Amplitude and Frequency.

## Input and Output

The input begins with a single positive integer on a line by itself indicating the number of the cases following, each of them as described below. This line is followed by a blank line, and there is also a blank line between two consecutive inputs.

Each input set will contain two integers, each on a separate line. The first integer is the Amplitude; the second integer is the Frequency.

For each test case, the output must follow the description below. The outputs of two consecutive cases will be separated by a blank line.

For the output of your program, you will be printing wave forms each separated by a blank line. The total number of wave forms equals the Frequency, and the horizontal ``height'' of each wave equals the Amplitude. The Amplitude will never be greater than nine.

The waveform itself should be filled with integers on each line which indicate the ``height'' of that line.

**NOTE:** There is a blank line after each separate waveform, **excluding** the last one.

## Sample Input

1

3

2

## Sample Output

1

22

333

22

1

1

22

333

22

1

### 489 - Hangman Judge

Time limit: 3.000 seconds

In ``Hangman Judge,'' you are to write a program that judges a series of Hangman games. For each game, the answer to the puzzle is given as well as the guesses. Rules are the same as the classic game of hangman, and are given as follows:

1. The contestant tries to solve to puzzle by guessing one letter at a time.
2. Every time a guess is correct, all the characters in the word that match the guess will be ``turned over.'' For example, if your guess is ``o'' and the word is ``book'', then both ``o''s in the solution will be counted as ``solved.''
3. Every time a wrong guess is made, a stroke will be added to the drawing of a hangman, which needs 7 strokes to complete. Each unique wrong guess only counts against the contestant once.
4. \_\_\_\_\_\_
5. | |
6. | O
7. | /|\
8. | |
9. | / \
10. \_\_|\_
11. | |\_\_\_\_\_\_

|\_\_\_\_\_\_\_\_\_|

1. If the drawing of the hangman is completed before the contestant has successfully guessed all the characters of the word, the contestant loses.
2. If the contestant has guessed all the characters of the word before the drawing is complete, the contestant wins the game.
3. If the contestant does not guess enough letters to either win or lose, the contestant chickens out.

Your task as the ``Hangman Judge'' is to determine, for each game, whether the contestant wins, loses, or fails to finish a game.

## Input

Your program will be given a series of inputs regarding the status of a game. All input will be in lower case. The first line of each section will contain a number to indicate which round of the game is being played; the next line will be the solution to the puzzle; the last line is a sequence of the guesses made by the contestant. A round number of-1 would indicate the end of all games (and input).

## Output

The output of your program is to indicate which round of the game the contestant is currently playing as well as the result of the game. There are three possible results:

You win.

You lose.

You chickened out.

## Sample Input

1

cheese

chese

2

cheese

abcdefg

3

cheese

abcdefgij

-1

## Sample Output

Round 1

You win.

Round 2

You chickened out.

Round 3

You lose.

### 490 - Rotating Sentences

Time limit: 3.000 seconds

|  |
| --- |
| **Rotating Sentences** |

In ``Rotating Sentences,'' you are asked to rotate a series of input sentences 90 degrees clockwise. So instead of displaying the input sentences from left to right and top to bottom, your program will display them from top to bottom and right to left.

## Input and Output

As input to your program, you will be given a maximum of 100 sentences, each not exceeding 100 characters long. Legal characters include: newline, space, any punctuation characters, digits, and lower case or upper case English letters. (NOTE: Tabs are not legal characters.)

The output of the program should have the last sentence printed out vertically in the leftmost column; the first sentence of the input would subsequently end up at the rightmost column.

## Sample Input

Rene Decartes once said,

"I think, therefore I am."

## Sample Output

"R

Ie

n

te

h

iD

ne

kc

,a

r

tt

he

es

r

eo

fn

oc

re

e

s

Ia

i

ad

m,

.

"

### 495 - Fibonacci Freeze

Time limit: 3.000 seconds

|  |
| --- |
| **Fibonacci Freeze** |

The Fibonacci numbers (0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, ...) are defined by the recurrence:

![eqnarray20](data:image/gif;base64,R0lGODlh9AFEAIAAAAAAAP///yH5BAEAAAEALAAAAAD0AUQAAAL+jI+py+0Po5y02ouzPqD7v4WLJ5bmiabqyrbuC69dAsTTPNv6zvf+Dwz+coiakGMMEI/MpvMJjUobS0PySKxOt9yu9wseJa/NLDmMTqvX7FPunPnItRBz+47P6+9z07xPYbc3SFhoODSGRMcjeOj4CBl5QWe0qNMomam56UhCk2jxJ1eByWl6ihrmWQQKVJoKGyvrCsLKgVVjObvL2wuTxbTqO0xcjFIJZ6y8zPw12gwdLT1NXW19jZ2tvc3d7f0NHi4+Tl5ufo6err7O3u7+Dh8vP09fb3+Pn6+/z9/v/y1K15B/BLdVSeajVsGF1LQgdMUwojSHUR5KvLgL2BT+ixg7pnrjJyBHKh5L8gIkQqRAkiZbwtJoZeQllzRPLVq5Q2bNnXiE2cKgUicNnkQf+UTyRGjRpV6efSrjlKlUQzinWuVW9apWa1G3ev0KNqzYsWTLmj2LNq3atWzbun0LN67cuXTr2r2LN69ekVBF0fIbMqsET0efliislxEZpS8OCnF8OBfjOmMsOhT8ZnLikAo0yzjj2YFOipFZvLpR9YrgzW5AOyF9DHVnzp+RakD8U0lo1nFavfadYjTwEE59Sqay5LRt0QKV824BcoPK3lZcCK8evPJyhYa1xySZWubq59Kjjg86yfzu2RFQ6k7p/f33ZJm/2xcTnuN48rezfe/PfstyzCHHlxgB3kcgQvVtN9iC8jGAE2658ffLetbtllqDtyH4U3LDfXLcg7o0Fx6FNhS2H3qkUCKeeO2x2B6Htnl4IITI6BZfZ7nYeB12JpoG42NBUjbYi3BgRl98MNk4n3M4GBhIET8CaZwSQlZZGUoZPtDVjjh2mSQJWuI2HXesXLZiV1PG8N+JWRbnYn8xuffkmup4KQWeA8a44UiV2HmnhdD5aaYKERYKxnQSFAAAOw==)

Write a program to calculate the Fibonacci Numbers.

## Input and Output

The input to your program would be a sequence of numbers smaller or equal than 5000, each on a separate line, specifying which Fibonacci number to calculate.

Your program should output the Fibonacci number for each input value, one per line.

## Sample Input

5

7

11

## Sample Output

The Fibonacci number for 5 is 5

The Fibonacci number for 7 is 13

The Fibonacci number for 11 is 89

### 498 - Polly the Polynomial

### Time limit: 3.000 seconds

|  |
| --- |
| **Polly the Polynomial** |

Algebra! Remember algebra? There is a theory that as engineers progresses further and further in their studies, they lose basic math skills. This problem is designed to help you remember those basic algebra skills, make the world a better place, etc., etc.

## Input

Your program should accept an even number of lines of text. Each pair of lines will represent one problem. The first line will contain a list of integers { ![tex2html_wrap_inline27](data:image/gif;base64,R0lGODlhXAARAIAAAAAAAP///yH5BAEAAAEALAAAAABcABEAAAKDjAGmyx3oopzUwXlvVTntDzJdhHjaVh5eyFbps4qxelqz2uZNTd7mveDBdESca6YBcoDC4ocHGR2GU2pwhY1Ba6+l1of1/l5JmqxrhSG57O+a/KjaOMGnz2lBmTDGuF2Et/MX1dOltFMSFlinp8ZyiLLIKElZaXmJmam5ydnp+Qk6UQAAOw==) } which represent a set of coefficients to a polynomial expression. The order of the polynomial is *n*. The coefficients should be paired with the terms of the polynomial in the following manner:

![displaymath31](data:image/gif;base64,R0lGODlhXgESAIAAAAAAAP///yH5BAEAAAEALAAAAABeARIAAAL+jI+py+0Po5y02ouzBUD7D3IcSJbmiaaqNq4u2QXtS9d2Oc43k8eQvgvyfD6h8XgUFZEGpQTIFM6W0ao1JGtaOzGiUnSAXmvTsfl8aVEX65M6/J22FfNUHUdE6/eOXrZP43cnM6h1U4hFyLdoI5bg18TliIA4CacYSTj49bODiPkAqWnJWMrSNScJWrGJ2qBKCuMZoVYH+2mam1bLkxnb28fL5oubUezR6gosqtuM9whGdxwXB8229ntKHY23DZV96SxuAqRM+XEnph50zPJT3D4uf02Zp/WGkY5dpPoXOBtqCbN+8ebNk2NvlKE0AcOEi4TvXzCB5Sy1cqgQTkRAgxyfOCkD0Um+gNxWUWtEEhpFW+/AcFk4qmTHmRNAuslXkBxAVl1o+sSRCUU8cC5ybtilyOhPn5yuNF3qRtKxAgA7)

The second line of text represents a sequence of values for *x*, { ![tex2html_wrap_inline35](data:image/gif;base64,R0lGODlhZgARAIAAAAAAAP///yH5BAEAAAEALAAAAABmABEAAAKWTACXxu2P1Ju02hvjNSmv7XQiSJbTqFmLZ3Lc2MbbCoPpe2Mfk8v+G9u5JLaT8Oc7qog0HobZ6CFLsA9Lg8ACh8RoltsN40K5L++YXXnTB0W6yTWf3941WSgfz+/sNlx55hRl0gOIZAihJgaxBWaDN3VCqNih0ueoI4eYNMkkNRO5KSMaWWp6ipqqusra6voKGys761MAADs=) }.

## Output

For each pair of lines, your program should evaluate the polynomial for all the values of*x* ( ![tex2html_wrap_inline39](data:image/gif;base64,R0lGODlhDwARAIAAAAAAAP///yH5BAEAAAEALAAAAAAPABEAAAImTACXxpyomjMQymYdWvSuHR0Ut1kfWYKheI1T261tCtf2jed6XgAAOw==) through ![tex2html_wrap_inline41](data:image/gif;base64,R0lGODlhFAARAIAAAAAAAP///yH5BAEAAAEALAAAAAAUABEAAAIsTACXxt2JlJvHxEgpznlxBy3eFVqI+JyXoqIi+mHvJ1WVp5Uszff+DwwKGwUAOw==) ) and output the resulting values on a single line.

## Sample Input

-2

5 0 1 6

1 -1

7 6 -1

## Sample Output

-2 -2 -2 -2

6 5 -2

### 499 - What's The Frequency, Kenneth?

Time limit: 3.000 seconds

|  |
| --- |
| **What's The Frequency, Kenneth?** |

#include <stdio.h>

main()

{

int i;

char \*suffix[]= { "st", "nd", "rd" };

char \*item[]= { "Unix" , "cat", "sed", "awk", "grep", "ed", "vi"};

printf("In the beginning, there was nothing.\n");

for (i= 0; i < 7; i++)

printf("And on the %d%s day, God created %s. And it was good.\n",

i + 1, (i < 3) ? suffix[i] : "th", item[i]);

}

But then God saw that vi led people into temptation. Instead of choosing the righteous ways of make, dbx, and RCS, people used long command lines, printf(), and tape backups.

So God decreed, ``I see that Engineers have thus defiled my vi. And so, I shall createemacs, an editor more powerful than words. Further, for each instantiation vi hitherto, the Engineer responsible shalt perform Penance. And lo, the Penance wilt be painful; there will be much wailing and gnushingof teeth. The Engineer will read many lines of text. For each line of text, the Engineer must tell me which letters occur the most frequently.''

``I charge you all with My Golden Rule: 'Friends shalt not let friends use vi'.''

## Input and Output

Each line of output should contain a list of letters that all occured with the highest frequency in the corresponding input line, followed by the frequency.

The list of letters should be an alphabetical list of upper case letters followed by an alphabetical list of lower case letters.

## Sample Input

When riding your bicycle backwards down a one-way street, if the

wheel falls of a canoe, how many ball bearings does it take to fill

up a water buffalo?

Hello Howard.

## Sample Output

e 6

al 7

a 3

Hlo 2

### 530 - Binomial Showdown

Time limit: 3.000 seconds

|  |
| --- |
| **Binomial Showdown** |

In how many ways can you choose *k* elements out of *n* elements, not taking order into account?

Write a program to compute this number.

## Input Specification

The input file will contain one or more test cases.

Each test case consists of one line containing two integers *n* (![$n \ge 1$](data:image/gif;base64,R0lGODlhLwAeAIAAAAAAAP///yH5BAEAAAEALAAAAAAvAB4AQAJbjI+py60AgYEuxUar3rz7D07ZFkmYGVCoNWptCMfyTNfuy+DsoT89v/IBg5NP6WdLKpfMphNGjF04yMv0FkX8SsDOVegYIVNjURil8mVPzzbryHXL5/S6/e4sAAA7)) and *k* (![$0 \le k \le n$](data:image/gif;base64,R0lGODlhUAAgAIAAAAAAAP///yH5BAEAAAEALAAAAABQACAAQAKfjI+py+0PEwBotmlhxgxTbXHXF5Xmiabqyhpeq4hwmrlkV+NBPt7jwZsJh8Si8Yhs1YI4n8T5kK1yTCnoE7Q6XrbFEtr0YncmbbcLvnq4qrU7CY/L5/S6/Y7PnzZpnR/FtFfRZ0NIVhYIeFNlpkOR1SjGF7OYFjlouJNICQT1FcH25KKp9oNG+Zgp4dWpCvR3qSc7S1tre4ubq7vLm1sAADs=)).

Input is terminated by two zeroes for *n* and *k*.

## Output Specification

For each test case, print one line containing the required number. This number will always fit into an integer, i.e. it will be less than 231.

**Warning:** Don't underestimate the problem. The result will fit into an integer - but if all intermediate results arising during the computation will also fit into an integer depends on your algorithm. The test cases will go to the limit.

## Sample Input

4 2

10 5

49 6

0 0

## Sample Output

6

252

13983816

### 541 - Error Correction

Time limit: 3.000 seconds

|  |
| --- |
| **Error Correction** |

A boolean matrix has the parity property when each row and each column has an even sum, i.e. contains an even number of bits which are set. Here's a 4 x 4 matrix which has the parity property:

1 0 1 0

0 0 0 0

1 1 1 1

0 1 0 1

The sums of the rows are 2, 0, 4 and 2. The sums of the columns are 2, 2, 2 and 2.

Your job is to write a program that reads in a matrix and checks if it has the parity property. If not, your program should check if the parity property can be established by changing only one bit. If this is not possible either, the matrix should be classified as corrupt.

## Input

The input file will contain one or more test cases. The first line of each test case contains one integer *n* (*n*<100), representing the size of the matrix. On the next *n* lines, there will be *n* integers per line. No other integers than 0 and 1 will occur in the matrix. Input will be terminated by a value of 0 for *n*.

## Output

For each matrix in the input file, print one line. If the matrix already has the parity property, print ``OK". If the parity property can be established by changing one bit, print ``Change bit (*i*,*j*)" where *i* is the row and *j* the column of the bit to be changed. Otherwise, print ``Corrupt".

## Sample Input

4

1 0 1 0

0 0 0 0

1 1 1 1

0 1 0 1

4

1 0 1 0

0 0 1 0

1 1 1 1

0 1 0 1

4

1 0 1 0

0 1 1 0

1 1 1 1

0 1 0 1

0

## Sample Output

OK

Change bit (2,3)

Corrupt

### 543 - Goldbach's Conjecture

Time limit: 3.000 seconds

|  |
| --- |
| **Goldbach's Conjecture** |

In 1742, Christian Goldbach, a German amateur mathematician, sent a letter to Leonhard Euler in which he made the following conjecture:

*Every number greater than 2 can be written as the sum of three prime numbers.*

Goldbach cwas considering 1 as a primer number, a convention that is no longer followed. Later on, Euler re-expressed the conjecture as:

*Every even number greater than or equal to 4 can be expressed as the sum of two prime numbers.*

For example:

* 8 = 3 + 5. Both 3 and 5 are odd prime numbers.
* 20 = 3 + 17 = 7 + 13.
* 42 = 5 + 37 = 11 + 31 = 13 + 29 = 19 + 23.

Today it is still unproven whether the conjecture is right. (Oh wait, I have the proof of course, but it is too long to write it on the margin of this page.)

Anyway, your task is now to verify Goldbach's conjecture as expressed by Euler for all even numbers less than a million.

## Input

The input file will contain one or more test cases.

Each test case consists of one even integer *n* with ![$6 \le n < 1000000$](data:image/gif;base64,R0lGODlhgwAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAACDAB4AQAT+cMlJq7046827/94DFAkxKNjDMEbXCIijNIuAZgZTIEQnAJPfY8IAComAo6RYAwyXRidSuWCCKI2Hdsu9er/gsHhMLpvHAgbBcHh2HgoH7cyBO4ATRKEXYOT3C30Senx+g4CCh4WKgYYWADcLkB0BBSwpAHMCDgsJGAQJBwItPngLDQCeEgcoqKoLrK4TrKeps622qzO5sJF0v8DBwsPExcbHyMQOBSAqJMINAw6vFz8TBgAIEwUDC9jaEtzf293j4eXZ5OYL3BYiAhMA3RgJ3HM4BAXwEtPV6VfWJFBhMjCJFChN3BA8WMWgQlMU8sHQ54VUBQf7FgxI04MDAlb+Fis8EFAAkgAaDRw8IKAgY8qVLSW8ZOlSJc0JM2Oesqkzmc+fQIMKHUq0qNGjRhG0DFAxaANfC0YKKEFBKlUJVjtiFTBVa1SuV792xRAAQIsEDDUYGHAAHLBo9ywEXJXxn6h42u5KsFsXnF5JeftaIJAEAYwNehgw3cDVQIMEXL2mkEYNw9yyCjlhJuJg8xLNDBmAzuy5CieRIyRgW1whgKi4GWD86Jhm8g4QcwsmnBI6ysPdUHRXIFzXkWUHlzKgeiLCTcRNAiQzNlVadKDQnbFfz7ydc/XTFeIM+tchxgDYNZgtGTXvUwAHA5xbhohRAuEn9RfcX5B/P/99/vU/J4WA8lEQwChnNODVSiD0gZ4GBBwYkn4SRlShhQhiGFKEGYaRxgoghvggUiSWaOKJKKao4oostujiizDGWEYEADs=).

Input will be terminated by a value of 0 for *n*.

## Output

For each test case, print one line of the form *n* = *a* + *b*, where *a* and *b* are odd primes. Numbers and operators should be separated by exactly one blank like in the sample output below. If there is more than one pair of odd primes adding up to *n*, choose the pair where the difference *b* - *a* is maximized.

If there is no such pair, print a line saying ``Goldbach's conjecture is wrong."

## Sample Input

8

20

42

0

## Sample Output

8 = 3 + 5

20 = 3 + 17

42 = 5 + 37

Miguel A. Revilla   
1999-01-11

### 575 - Skew Binary

Time limit: 3.000 seconds

|  |
| --- |
| **Skew Binary** |

When a number is expressed in decimal, the *k*-th digit represents a multiple of 10*k*. (Digits are numbered from right to left, where the least significant digit is number 0.) For example,

![\begin{displaymath}81307_{10} = 8 \times 10^4 + 1 \times 10^3 + 3 \times 10^2 + ...
...mes 10^1 +
7 \times 10 0 = 80000 + 1000 + 300 + 0 + 7
= 81307.
\end{displaymath}](data:image/gif;base64,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)

When a number is expressed in binary, the *k*-th digit represents a multiple of 2*k*. For example,

![\begin{displaymath}10011_2 = 1 \times 2^4 + 0 \times 2^3 + 0 \times 2^2 + 1 \times 2^1 +
1 \times 2^0 = 16 + 0 + 0 + 2 + 1 = 19.
\end{displaymath}](data:image/gif;base64,R0lGODlhKQIdAIAAAAAAAP///yH5BAEAAAEALAAAAAApAh0AQAL+jI+py+0Po5y02ouz3rz7D4biSJbmiQKoBqhr1r6sDLv0jedhjNhB7OMZhD1fiVhUGH82YQuZWPaSB+jS6XpCp42g0RptqrTbKqQMDlfHWodUvUhTmcMnCFlWuuf6Lp/LgOX3kFcDR7fWVse2iMik+GhXd0emdGVZSfHWiHcZljmx+ei41pcIKSFKduVZBBqh+joZhYlKiQqk6pa718UbuCsLGCeMsVqKJaqzzNzs/AwdLT1NXW1t9nM9qk1KrdzsxC0+Hurlal5qmV5owd5NnLoKSoT27b4oL5gOvxufb2UvIKx/AM8IPNFpX6R8CukRFDPnoRSABNXtYGWLnMb+jRw7evwIMqTIkSRLmjyJMqXKlSxbunwJ89O1X9N43Fv2DdysmDzbSVqXJeipTzlZ/DQmdGFRfjcthntXbmcFm+hqNA2UdMiGjFOTPt16dNZVKmPJLoVTdugHW3a2ODzHx+2XWBX5YZVK7Gy2uwrFKgt7xtcfv8GmGuwH1ZWmw4ITJ/L3j+/jQpveApOcuChgbIix1rW4r2BERlLl2iXK8LTTN19TdRZdj7PrxlCp2tV7kG9sraEY62bdBHJq0DvzxOo7DDQaQsEvd84bWTVVvRe5hqSOA/sN7TS4r/Se3JgH8D3Lmz+PPr369ezbu38PP778+fTr27+PP7/+mGn+X2StiVc0m0lD034GpjSGOP0h9J832rR2oEoYeeGWcwhxgAtvVnnH1YKRGCXaVhiGRZ6GG4Z2B3QggmcdZB2UaIpaxDlCk2WHmOAhjV8Q8hp2gtg2iGRp6WNTL89doM9eRtKG1DoBGmJWZT0GeRtrU1qI2XhzIWfjhw1NBCNzTIY4VmVVlcYKcjxiFmI3Sc52ZFxpPklllnIqF6Z0LZp4o3FjWkmbn2JedEibDnVpGjb1fHajioMuxiaY7pRl5mD4PNobpo7GuSancGkaTHQzvklLpHXeGUc8S9p5znCNTkfcoWcmikiOjdbiaWCm4sokpKctWimSvnl2XDvDbqplGgkJ0alkrFLuGiOrpeYKpZ3L0vEmrWoa9WctA546Wp8TfotloXPiJY9hoH7p7VW5OdtunqNCVG649YYGKLHfvqslWkH9dS6SWaDE73bHGsyNvA/ac3C0yU4rooAKR0hxxRaDVAAAOw==)

In **skew binary**, the *k*-th digit represents a multiple of 2*k*+1 - 1. The only possible digits are 0 and 1, except that the least-significant nonzero digit can be a 2. For example,

![\begin{displaymath}10120_{skew} = 1 \times (2^5 - 1) + 0 \times (2^4-1) + 1 \tim...
...2 \times (2^2-1) + 0 \times (2^1-1)
= 31 + 0 + 7 + 6 + 0 = 44.
\end{displaymath}](data:image/gif;base64,R0lGODlhuAIfAIAAAAAAAP///yH5BAEAAAEALAAAAAC4Ah8AQAL+jI+py+0Po5y02ouz3rz7D4biSJbmiabqyj7A8bayEc8sUNsrrrd5DwwKJzwYokj7IXk55DDhTCqUtWUMh7VEaYyfEVb1Nsdg8BZy9nIb2/aRLA1gzy61Wt4Nl6HvvnRO5+DWRbg3uBcn9wJ4cdhRlJW4YOfHN3l0OXmHOVXJsaikCMWoCGoWWTpXKpoUFsqEF7tZAQjHiVg7G1E7mjnFZPslmbvB6yk8qoqI7ESsYbyM/EbKeludiooBfW09Xe147ZyxHahFut3dyi3dW6i5vpYMP67cCqz7lK+/z9/v/w8woMCBBAtG61WOiI2EVzzgI5Fw1aOFD+dRqDgiIkb+NAY7DrHiiQ6kYO10lEtjB1+uevBGrgR2TJLMg79exmT1MttJMXcY5izpJ2eUQG166hIKNJFQUwdR5qljM2bERiCnITV0ddjVqkubbWSDi6bHfVM/lA1x1uFXtT7WPnJLj+INuGPr2r2LN6/evXz7+v0LOLDgwYQLGz6MGAhdj9kAwww8kvDixJRrwrEy9IrmmU9Y0sKq9GJji09Ju8Op2TNUnrRGS7hchTOb0WlRawlKclfj2rY/g2anOzOIyKnMyZ6NTtDm18uHp3yn9aa93BCzJv2dTt2n551+HSMOXHsx7pZKe+e2ybXx8+WRtxvqfjv79su8zkzPG7r0pfH+xcarT4lyp3kj0nwo/dRdM5zZF11JTH2zhETFRWYUgvPhllSE8l34XyXChcNah9qQl51Y4K2j4Xj6lfjNe7ml+EyI3bHH4IcevsXhdOJ4qAdYNAZo3owOAsmjJhau6N8Oa5jyIJMPBjHZiAOaJZcvaFUp5HAzEAXRllE6NE6YYlZGZplmnolmmmquyWabbr4JZ5xyzklnnXbeiWeeeu7JZ59+/glooIIOSmhr+TH2JUDNOXZcXuoVCulgj/a1yGGHDnQio5EKRkUallklEF2YkaiQdKtRBeoXcFExZmupXrcLrGhMOturSQpi6qnr2UOfb42OCA5zvK0kWm2q4Zj+I4MgDgnhP4dWJUqmullZIrTT4hLKrtUKqC1I0s5KbXjWgottHGsFK26PzBUpIhFiOCfeSfp5aiW6qBFZrllFkacseq5Q1xmJNo4rZbIr9ouwujEi2S5NCbOrosHzBvPwr+vKKrDCNja7Ya5xJSljSxyFO52PISX62B/8Uozfskbqe6SpqomEMqnt9surzDUzHEuQybDq88ewqpTSxrJqK1vGP+do8cX7WVdTriHTa3KW+faKs47JgfettVlzfNylbOVRFNMFD30wT0Y37S7PsxC1m80LSxz0KUMnel9PaS99N7xH33Z1uF+/nZ55VAO4HS/EAuV1p6pA66QyFFaC2jOyjGerteU3GYV4fT/T6vTm3F7ezY5Ci24kSwh/LnZTek/cuTSmn32raPG+DbvVMhuOr1J4L5ja6KdrV49wkHz0+0VTely3Cq+jlbzyJHfsQ9VmC3+DCMPWan2vLJLWMmVOSsgITNHPnX1bW8rQujbsn++Cl+xvSn/99t+Pf2UFAAA7)

The first 10 numbers in skew binary are 0, 1, 2, 10, 11, 12, 20, 100, 101, and 102. (Skew binary is useful in some applications because it is possible to add 1 with at most one carry. However, this has nothing to do with the current problem.)

## Input

The input file contains one or more lines, each of which contains an integer *n*. If *n* = 0 it signals the end of the input, and otherwise *n* is a nonnegative integer in skew binary.

## Output

For each number, output the decimal equivalent. The decimal value of *n* will be at most231 - 1 = 2147483647.

## Sample Input

10120

200000000000000000000000000000

10

1000000000000000000000000000000

11

100

11111000001110000101101102000

0

## Sample Output

44

2147483646

3

2147483647

4

7

1041110737

Miguel A. Revilla   
1998-03-10

### 579 - ClockHands

Time limit: 3.000 seconds

|  |
| --- |
| **ClockHands** |

The medieval interest in mechanical contrivances is well illustrated by the development of the mechanical clock, the oldest of which is driven by weights and controlled by a verge, an oscillating arm engaging with a gear wheel. It dates back to 1386.

Clocks driven by springs had appeared by the mid-15th century, making it possible to con- struct more compact mechanisms and preparing the way for the portable clock.

English spring-driven pendulum clocks were first commonly kept on a small wall bracket and later on a shelf. Many bracket clocks contained a drawer to hold the winding key. The earliest bracket clocks, made for a period after 1660, were of architectural design, with pillars at the sides and a pediment on top.

In 17th- and 18th-century France, the table clock became an object of monumental design, the best examples of which are minor works of sculpture.

The longcase clocks (also called grandfather clocks) are tall pendulum clock enclosed in a wooden case that stands upon the floor and is typically from 6 to 7.5 feet (1.8 to 2.3 m) in height. Later, the name ``grandfather clock'' became popular after the popular song "My Grandfather's Clock," written in 1876 by Henry Clay Work.

One of the first atomic clocks was an ammonia-controlled clock. It was built in 1949 at the National Bureau of Standards, Washington, D.C.; in this clock the frequency did not vary by more than one part in 108

Nuclear clocks are built using two clocks. The aggregate of atoms that emit the gamma radiation of precise frequency may be called the emitter clock; the group of atoms that absorb this radiation is the absorber clock. One pair of these nuclear clocks can detect energy changes of one part in 1014 , being about 1,000 times more sensitive than the best atomic clock.

The cesium clock is the most accurate type of clock yet developed. This device makes use of transitions between the spin states of the cesium nucleus and produces a frequency which is so regular that it has been adopted for establishing the time standard.

The history of clocks is fascinating, but unrelated to this problem. In this problem, you are asked to find the angle between the minute hand and the hour hand on a regular analog clock. Assume that the second hand, if there were one, would be pointing straight up at the 12. Give all angles as the smallest positive angles. For example 9:00 is 90 degrees; not -90 or 270 degrees.

## Input

The input is a list of times in the form *H*:*M*, each on their own line, with![$1 \le H \le 12$](data:image/gif;base64,R0lGODlhXQAgAIAAAAAAAP///yH5BAEAAAEALAAAAABdACAAQAKrjI+py+0PIwNA0hpp0vBmbHCBiFyeFC6mtoKoW65hi9b2jef6zvek+nv8ghtig2jsKZfMpvMJjTZNt+SBZAVOTrPuERbLAlvgmbi4LXs/WezZrL7CRHGp/Y7P6/f8vv8PGCioUJdDQ7M0x7VVs5gW89LmQhcn+baGSejo4Cb39VU4BvloY2R1tsk4KvQWJHZpBroaWecmM4hbSpaqs8ubCxwsPExcbHyM3FcAADs=) and ![$00 \le M \le 59$](data:image/gif;base64,R0lGODlhaQAgAIAAAAAAAP///yH5BAEAAAEALAAAAABpACAAQALcjI+py+0Po0SA1nANyGxzV20U9nUiWJ7k4q2aqEol2a5ePWHm/br5DwwKh8Si8fiIwTgxy6xxOUWfB1xOeqMit9yu9wsOi8emnrmZ1JoT6PSu1morQ8yUVeajQ+8ofX6mglWlRqOWAUfoRBXox0f2CBkpOUlZaXmJmam5+cij2OXJ5ggUdzj6t9amcDrYxCq6aMW4Wudj+znhZ6MV2le7Nmhhi/bK0qhLmxjcg2UnPNeHZ7OcRjgrarx8DXG6rRrN8jyFks055KoclLX+tZ5lDh8vP09fb3+Pny9ZAAA7). The input is terminated with the time 0:00. Note that *H* may be represented with 1 or 2 digits (for 1-9 or 10-12, respectively); *M*is always represented with 2 digits (The input times are what you typically see on a digital clock).

## Output

The output displays the smallest positive angle in degrees between the hands for each time. The answer should between 0 degrees and 180 degrees for all input times. Display each angle on a line by itself in the same order as the input. The output should be rounded to the nearest 1/1000, i.e., three places after the decimal point should be printed.

## Sample Input

12:00

9:00

8:10

0:00

## Sample Output

0.000

90.000

175.000

Miguel A. Revilla   
1998-03-10

### 583 - Prime Factors

Time limit: 3.000 seconds

|  |
| --- |
| **Prime Factors** |

Webster defines prime as:

**prime** (prim) *n*.[**ME**, fr. **MF**, fem. of prin first, **L** primus; akin to **L** prior] **1** :first in time: **original 2 a** : having no factor except itself and one ![$\langle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ5cMlJqxTKSlS0/6DWAE3oPGHqFYH2OJ4BEKAghKWq72AyeI2Ox5GzCFouBmiAAB1onofQg+FZr9YIADs=)3 is a   number ![$\rangle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ6cMlJawOmUnO0/2A4CYrHJGL6OUH4OKEweMSReY2q72kHIiWQogVyEEAPBqhw0whQHoTyAzjyrthsBAA7) **b** : having no common factor except one ![$\langle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ5cMlJqxTKSlS0/6DWAE3oPGHqFYH2OJ4BEKAghKWq72AyeI2Ox5GzCFouBmiAAB1onofQg+FZr9YIADs=) 12 and 25 are relatively  ![$\rangle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ6cMlJawOmUnO0/2A4CYrHJGL6OUH4OKEweMSReY2q72kHIiWQogVyEEAPBqhw0whQHoTyAzjyrthsBAA7) **3 a** : first in rank, authority or significance : **principal b** : having the highest quality or value ![$\langle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ5cMlJqxTKSlS0/6DWAE3oPGHqFYH2OJ4BEKAghKWq72AyeI2Ox5GzCFouBmiAAB1onofQg+FZr9YIADs=)  television time ![$\rangle$](data:image/gif;base64,R0lGODlhCwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAALACIAQAQ6cMlJawOmUnO0/2A4CYrHJGL6OUH4OKEweMSReY2q72kHIiWQogVyEEAPBqhw0whQHoTyAzjyrthsBAA7)[from Webster's New Collegiate Dictionary]

The most relevant definition for this problem is 2a: An integer *g*>1 is said to be prime if and only if its only positive divisors are itself and one (otherwise it is said to becomposite). For example, the number 21 is composite; the number 23 is prime. Note that the decompositon of a positive number *g* into its prime factors, i.e.,

![\begin{displaymath}g = f_1 \times f_2 \times \dots \times f_n
\end{displaymath}](data:image/gif;base64,R0lGODlhpgAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAACmAB4AQAT+cMlJq7046827/2AojmRpnmiqiozwIYGlcO0bV/NawfJWa4+CQOFwrQIAyyOJCeQmBIcGWRkuGs2nJHpRAB64bxhscVa4TebEuigECLq4fE6vmwxw+wKv71v4GAwAeUU6AgwVSxwEAIgdhxICBRIJBxuMjn6Yj5kYDwKgBjoJAmR1pKZ+faiqra6vsLGys7S1trcqSwIAonS6vLgov70XAQdYgsRroMzNAsoUDQgACQ95CzcYDQ4xBANaF9LU1gSkWBnb3d966Qve4BXi1dcWAEbT5xUM+/z9DAgZhCRSc4EAgxkG3HAQWKEAPCgH9yi0YxDhxIBGFpSyp9HFA4D+CyrlM+ENwYCMEpzYy0ai5MkJSwDI7BRMg0uUC8QEKDBgZM2fQIMKHUq0qNGjSJMqXcq0qVMNDh1AixN16tOqsiDp0frUAlcNBkAhsJZLgIMWPrVdrAjELNoODdZGpBM3G1tPbgWkhQkApNkLDwILHvxgb0qCAgYQDOcgwdwNVNz13IYzXuPHdrY5flghsgYAAyaIWbFvII0BjTuU3pOA0mILDFC39hM7tY9MBBQoQDCEzAEXBApMWtFgNN8Md69w01A8lcbQGJK383oAmoDqVbBbkL5cm/EADw7AeVnhwGwVXyUoWvE1gJHKSNMXeuCgwaHQmnMdMEYvTnj+XVEN8J94FRBjgGEBJghCBAA7)

is unique if we assert that *fi* > 1 for all *i* and ![$f_i \le f_j$](data:image/gif;base64,R0lGODlhOQAgAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAA5ACAAQAT+cMlJq704a/yEY0KzSQZTBKPUfWG6CEwlKKI7wtdp73w/FQqHwbeoaYBCFyPG8wwIqSVx2jM4CIcHdcvtei246uCAuDFtAUClc3kcaLz0BX5pALQSwcOBHxECbxl2fQsBCAFnE26AUBQACQkXCEuUlQMWiweNFA9qX5+goaKjpKIGm6OnO50CAEM8DwoFG6yuNiA8DQMFkVECOw0Ijw+odQMOZTbBw8UaYRMGvRcJBQNGZhctGAW/EwLaGgQJDuDb3RMJAygYchMBndcprxft7i+XFQQDCAPnEgcBFFwg8KCgQYPzJujj50+CnWYLEuixQCAhFYmE0OErBUyBgGQLHEOKHEmypEkqEQAAOw==) for *i*<*j*.

One interesting class of prime numbers are the so-called Mersenne primes which are of the form 2*p*- 1. Euler proved that 231 - 1 is prime in 1772 -- all without the aid of a computer.

## Input

The input will consist of a sequence of numbers. Each line of input will contain one number *g* in the range -231 < *g* <231, but different of -1 and 1. The end of input will be indicated by an input line having a value of zero.

## Output

For each line of input, your program should print a line of output consisting of the input number and its prime factors. For an input number![$g>0, g = f_1 \times f_2 \times
\dots \times f_n$](data:image/gif;base64,R0lGODlh2wAgAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAADbACAAQAT+cMlJq7046827/2AojuRnCALyEFgjOAmbBcAzMc52pmtpPS+GoNFpFAITAkORATqERI4RKVEyfZppctkMDkWHBAYxMIAIAYGZQhBgwliLgFF5AOKUuZwZxfs9enlXRzJ/hoeIiYqLjBxAAjGNHQUKDmuJlJaSmxKZlxoAAxM1HggHZRY0NhI4GaGjq38MdBN2HQwDMByzEwIFEgkHGri6m8RiG7ycy8zNzs/Q0dLT1NXW19gcCJEeB24SAAjSgYvk2SXmjuESL0UCYYW9pKx3GHbiC+0/D/z9/n0XaFSgkgUGlw0CkyT4kqGBwSuNHCY4qCHhB28LCBT4pSFBAVT+Ghx8IzDv3SeMGjn+aTBPgq0MViY4JGiBZSwKlC7ElDDzgskKP/Mc+LQFYs8WLQXYcYPCAq4FEiURUFDoaVQ/Dw4EOBAvgAIAAmiOyLo1nh0AaGmds6eVawVSAT4CXEu3rt27ePPq3cu3r9+/gAM3MhAvEWHBFw5HQ1CARQC10JYCIPpHMmXAlv9MLfBNx7pOoqIJ+YBA7AKIGEaXMo36UGkLrZ129rCVCIPJWd5xk9PydsUDtnEDRUG8uJqGCAAk6FHEARICA2JTaJB8eeGGzjNGj5gdunSZ1ZnvAiBD5AcCDlTKi+U7NXkJ5g2REzCg3gaSkDOQg97A4WwL+C3YEyAH6XAAlgTJzXUBAg4McNN0yk1wwHcLHLhAghfMouGGs+CDAWcUvAQTFwYcsQGIEhiATAL2VRBTiaYd8qKJGqCYkQIKICCAAg+6xFkl/1EQFwMKXuDQCgp0Vt9sD/wY3x8WudRiKq2hN8OU7IRGpYs5wNaSBF89GGZAVXYZUIsBZMXCAEE+gE8wRboWi5vAAOcHdGT8J6IPeLI50DdB2tXnf+Y94IALdRB3GSINfPLIcYYs1GOkSiFWgaQWXGJAnJZ26umnoIYq6qiklmrqqaimquqqm0QAADs=), where each *fi* is a prime number greater than unity (with ![$f_i \le f_j$](data:image/gif;base64,R0lGODlhOQAgAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAA5ACAAQAT+cMlJq704a/yEY0KzSQZTBKPUfWG6CEwlKKI7wtdp73w/FQqHwbeoaYBCFyPG8wwIqSVx2jM4CIcHdcvtei246uCAuDFtAUClc3kcaLz0BX5pALQSwcOBHxECbxl2fQsBCAFnE26AUBQACQkXCEuUlQMWiweNFA9qX5+goaKjpKIGm6OnO50CAEM8DwoFG6yuNiA8DQMFkVECOw0Ijw+odQMOZTbBw8UaYRMGvRcJBQNGZhctGAW/EwLaGgQJDuDb3RMJAygYchMBndcprxft7i+XFQQDCAPnEgcBFFwg8KCgQYPzJujj50+CnWYLEuixQCAhFYmE0OErBUyBgGQLHEOKHEmypEkqEQAAOw==) for *i*<*j*), the format of the output line should be

![\begin{displaymath}g \mbox{\tt\ = } f_1 \mbox{\tt\ x } f_2 \mbox{\tt\ x } \dots \mbox{\tt\ x } f_n
\end{displaymath}](data:image/gif;base64,R0lGODlhwgAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAADCAB4AQAT+cMlJq7046827/2AojmRpnmiqrizKCC33xnQtzdpTCIoD1wFA5SHkCABIIvKnCVp4i8bmmEQCmBoF4EHRcrvbDnVrxWKcFOiiECDY3vC4fJ4yuOkLO37v0WMYAHc+GwYMhocMX1MMFEQgAwAKIAKMEgIFEgkHHpCSfBedk5UZDwKmBjYJAopyqqyfsBOusbS1tre4ubq7vL2+NERHqHLBAMO/NsXHFgEHUoDLFglW1AkcDQgACQ93AR2FAM4HBwxSG9ja3AsEquYa4OLk7nvwDePl19nbdxdXEtnzWuxoVKQDEU3RNAy0UMDThoMHEvKBKBHDwgWr/Jla8ABBJmf+MQgMQDAASwAtAryxEEkSixIko5CVYFmyQpgABQYElMmzp8+fQIMKHUq0qNGjSJMqXfqzoYOKNJxCZWqxx1Q6lPZkpRpiKyFTCNRlIPCgrFmxOQQ4eLFTQwNTAgjA5UdKLdsQb03J1Qsrb9y5HEqtFdBWAhGPGB0EPluWbgY0GCF9mIbggDUPkEU2aDCIA2XLtj5f7gA5A4ABE8JoQIDoEOINhgiCmDa6Q2wJBi5P80AbV+8Pt9cpUICAx5cDMAgUwFSjgWrDBTUQQLB2wYACCBxfcP4qMofp1a9nFxMxTXnzVyWAZyReuwXuEwI8OOCmZgXQNbxCf6N/QYAfZnAmZUlMCwzygANvMYAaZ7WtMF8z7gFzAIQCGjQhfRUcY0BhFXaoQgQAOw==)

When *g* < 0, if ![$ \mid g \mid = f_1 \times f_2 \times \dots \times f_n$](data:image/gif;base64,R0lGODlhuQAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAC5ACIAQAT+cMlJq7046827/2Aoig8zSuVpCabasW4sY/CXXoewEEVx3a4G4EF5ADIEhmLScAQ0QqKlsLQkq4vmc3UwVATdb7hyZTqhQ4nAqBPoZvC4fE6v2+/4vH7P7/v/C0AVRghqDhZAD4qLjA8NGgFHFFsZTQlKHZEUBAkCj5UOl1h3lpgcmiCCEwwDWaEYqqkHAQcEkwoAApQnD7O1RQDBAC2AvL62E2kBBQOfxc/Q0dLT1NUTsTbEMlQOXnbc3tYu4B3YEwZuCA/I19q8Ag4MnhwNBZRlGQ/w8s5Q9hP46NS7ZwrWvnnl3CVrJSHNIIUjGGgzwoHVq4rEBPhYkOCABov+CfaA7CAxhDkKB0IighiixjVJcFxOELCkn7gNMmlKsMduU6ETBH7eHEq0qNGjSJMqXcq0qdOnTk9ykCrCQM86VqFqyJpQBVUbuQCEm8NGrFZEYcfmY9l1hjwPCHZJGIXhLVy5C+jGiWtBrwW7Hk7SesTAbJGMbhIrFqCWQgMEABKs66BlxwC/jiFLvgrqCYHLeCp/xsxE8+S2fwEgc/Dm8AyXAgbARDLMg8vPDZq0vkCg9p7ebL8E/8EylwTINgMRk8i8uUShFwrspogEk4F/G6SfU5lg9ibr2O2UuY53yhsCChQgoCllJSzpClgTl4HqZYYAdAkcuu9dDUML+JFhsV8FuLQ3l0MTFAhgfgNeUF8AvdgywG6uIfJTR8kpp8JnCEw4SH8jcOjhJG9QiJSIu8n3gAMNmKghIok11o4LnRhIR41nXYAjBeEYkGGOQAYp5JBEFmnkkUgmqeSSTOoRAQA7), the format of the output line should be

![\begin{displaymath}g \mbox{\tt\ = -1 x } f_1 \mbox{\tt\ x } f_2 \mbox{\tt\ x } \dots
\mbox{\tt\ x } f_n
\end{displaymath}](data:image/gif;base64,R0lGODlh7wAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAADvAB4AQAT+cMlJq7046827/2AojmRpnmiqrmzrvqxRAIAAU4x9X/nuqz3NoyBQOHS/xYPGVGgEzCUNqQkAKssOlCatcayW4qLxjDKpGgXgQVGz22utefq9UsSLQoCQ7Pv/gIGCgxQGfH+GhIqFhzwAh0caBgyUlQxvGAKam2heHgMATiACDBRZH6CiHqQTAgUSCQcdqYsUtB+sQpsGtS4JAphJv8G9gMPFyMnKy8zNzs/Q0dLTyA4JP0tQvEnZANvUK93fFgEHZAzeGQlM7NclnpLo5gcHDGQcDQgACQ+HAR2TAMyrd09Dvn39FhD4VRBDwIH2CD1sQC/ihoP8GlnwpK9hEnj+G5bEGseBiCk7HUQeIKnBpIUCqjKoZClo5geXC4B50aQEASxz4DYQGIBgAJUAagT8YzG0KJUuAEoFBdHUaIU4AQoM8Di1q9evYMOKHUu2rNmzaNOqXcu2rdu3F2A6oAlDLt23dplBQfMilx+/cMNI3WBAE4KEGAg8WMwYcYgGAgyAxABZE4FNGmUKcJCDq0HMmDk82NwZRGUBly0TOp0atWjSAjxLWOIzp4OQjRdnvsqORsPJ6gAgOODOAxgJAkB9WDe8eJ0JQxs0iLSBOfFe1p1vOK4BwIAJcTIgsFSpNgngwbVzoHQSxDr1GthLMOBuXYf3yPB/kK9QgQIERbx6cYANBBTwih+LheLYBQQgwNkCAxSAwG4XNBDebChp0OCDEU6Iz4WtfKehg6V0SOEFAqx0h4or3kXBhiVKeCIFFmISwAMH8GFVBdedBZgSGbrwYwA68JXWj5E84ABkDHw3HXxf4VjOjC1ImWNgWBwwZQXfGCAblmAyEwEAOw==)

## Sample Input

-190

-191

-192

-193

-194

195

196

197

198

199

200

0

## Sample Output

-190 = -1 x 2 x 5 x 19

-191 = -1 x 191

-192 = -1 x 2 x 2 x 2 x 2 x 2 x 2 x 3

-193 = -1 x 193

-194 = -1 x 2 x 97

195 = 3 x 5 x 13

196 = 2 x 2 x 7 x 7

197 = 197

198 = 2 x 3 x 3 x 11

199 = 199

200 = 2 x 2 x 2 x 5 x 5

Miguel Revilla   
2000-05-19

### 673 - Parentheses Balance

Time limit: 3.000 seconds

|  |
| --- |
| **Parentheses Balance** |

You are given a string consisting of parentheses () and []. A string of this type is said to be correct:

(a)

if it is the empty string

(b)

if A and B are correct, AB is correct,

(c)

if A is correct, (A) and [A] is correct.

Write a program that takes a sequence of strings of this type and check their correctness. Your program can assume that the maximum string length is 128.

## Input

The file contains a positive integer *n* and a sequence of *n* strings of parentheses () and[], one string a line.

## Output

A sequence of Yes or No on the output file.

## Sample Input

3

([])

(([()])))

([()[]()])()

## Sample Output

Yes

No

Yes

Miguel Revilla   
2000-08-14

### 686 - Goldbach's Conjecture (II)

Time limit: 3.000 seconds

|  |
| --- |
| **Goldbach's Conjecture (II)** |

**Goldbach's Conjecture:** For any even number *n* greater than or equal to 4, there exists at least one pair of prime numbers *p*1 and *p*2 such that *n* = *p*1 + *p*2.

This conjecture has not been proved nor refused yet. No one is sure whether this conjecture actually holds. However, one can find such a pair of prime numbers, if any, for a given even number. The problem here is to write a program that reports the number of all the pairs of prime numbers satisfying the condition in the conjecture for a given even number.

A sequence of even numbers is given as input. Corresponding to each number, the program should output the number of pairs mentioned above. Notice that we are interested in the number of essentially different pairs and therefore you should not count(*p*1, *p*2) and (*p*2, *p*1) separately as two different pairs.

## Input

An integer is given in each input line. You may assume that each integer is even, and is greater than or equal to 4 and less than 215. The end of the input is indicated by a number 0.

## Output

Each output line should contain an integer number. No other characters should appear in the output.

## Sample Input

6

10

12

0

## Sample Output

1

2

1

Miguel A. Revilla   
1999-03-05

### 693 - Digital Racing Circuit

Time limit: 3.000 seconds

|  |
| --- |
| **Digital Racing Circuit** |

You have an ideally small racing car on an *x*-*y* plane ( ![$0 \leŸ x, y \leŸ 255$](data:image/gif;base64,R0lGODlhcQAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAABxAB4AQAT+cMlJq70468273wLwTAxgPQxjfI+yCEcSYsRAmNIRnOn6TSHE4uFAoAQTopGB/FEaj6h06pQYJzekQYSBTr/VsHhMLpsriAJhEWCwFI7GedyKXxQJgqFQkD8AgDpJgACCFg0ACRMHLhsBBSobCAB+Oxh/cgsAlo6QPhgCTTV/TZoupBMAjXOsra6vsLGys7S1EltCEgUDGigFiraXDL+9AG4SxkOlFA/LFyEjEiUYCbuZGz4MvBoGNdsBBxnVA9cdBc6pqxSqFw0ODwQK6NjPBQgMDgECwAsDAMsEDggI4CCck09PCBESkoABAoL8Gj50wC9YhgYIF8gQkNGix4/+IEOKHEmy5KVQeQ6aXNBRAgEEAxgkyGQggZRSNW9iEJgqF7cBB3yGNABU6JN3Vv4NGTCwwgOmnCwE4CLNAYY0DKL2CtVgY4an/BC0XIBVK6hoN04JiIKwGVtQVBdMqwBOQLkNDNYIsGrArISBkyT8iUah7t0O7ppgdAkg1+IFN4yyiYtPw95IHWJwQJRrwLYMl8dWYIolXyo3BEwjO1bBgai4khyQk3qggYACEgbkgtEWx+APCGQffuE6lLyAa1g2hnwgOS4a+kRXMeDDwF0C6KgPUBeLQIKZFbyDHyMghfnzDIZriJd8QYMCD9xVrFAe/Xn1K/Pr38+/v///AAYGKOCA+UUAADs=), where bigger y denotes upper coordinate). The racing circuit course is figured by two solid walls. Each wall is a closed loop of connected line segments. End point coordinates of every line segment are both integers (See Figure 1). Thus, a wall is represented by a list of end point integer coordinates (*x*1, *y*1), (*x*2, *y*2), ..., (*xn*, *yn*). The start line and the goal line are identical.

![http://uva.onlinejudge.org/external/6/p693.gif](data:image/gif;base64,R0lGODlhHQEdAfAAAAAAAP///yH+01RoaXMgaW1hZ2UgZmlsZSB3YXMgY3JlYXRlZCB3aXRoIGFuIGV2YWx1YXRpb24gY29weSBvZiBMVmlldyBQcm8sIGNvcHlyaWdodCAoQykgMTk5My0xOTk3IGJ5IExlb25hcmRvIExvdXJlaXJvLCBhbGwgcmlnaHRzIHJlc2VydmVkLiBGb3IgaW5mb3JtYXRpb24gYWJvdXQgcHVyY2hhc2luZyBMVmlldyBQcm8sIHBsZWFzZSB2aXNpdCBodHRwOi8vd3d3Lmx2aWV3LmNvbSAALAAAAAAdAR0BAAL+DG54kLwNn1TU1Xin3ZjrDn5iRnpleI7mirJqC3/BTNf2jef6zvf+DwwKh8Si8YjMIYQM5rAZhAKlP6rPysNmn1ynN/rU7sQ6srIL/k7VVfSafXVXzTj6zW7D1/Q0/sxvANcDSCgXJ7iVpLjI2Oj4CBkJuZRW+WbZhjimWWY46JmIeVXIeVZaB7op+nl6l9rZmke6Gnppm0kLm6t7e7hr+ispPExcbHxsRNnLGuwau/eK+twXLd2cF1btfA09/afdzU3tHUhOOLtci5uuKl7u/s7Ou07vi3yPn6+/v6hczywPWEBrA7GZAxeuoMEo6P6ps+ewncJx8BpCvAhwDkL+ihM5RpyHUeJHgSMJltzWkZ/KlSxbNvIXUmRMkBlnkqyJ82FOmTtpZnmhYYGLFESHGm0hNEZRpSuSAl369GhUp1CrSqWw8dvBre4s9rz51aRNsS7Lmj2LdlTWeCcXpmQ71m3bhHM9xpWrlutbrzr7+uTp969gsIGV8AWMeDDZwosVo6yrteJaQGkrW75MDGbYx3fpdra72XNo0Yw5jwb9c7JqvZAPO8Z7OvJe14QT135N2rbp0rB558aNWjfm4cSL96PdGLhsyHBjI98tvHf034ZXS2b9ubnv4Mq1T+deHXts792fU09+Oz369dC7G38PP/4e8+fbq7fPXvp9/fv+6/PP79981u01hVB80LfcZwZex2CBAzKnh4Ga9Qcefhb+ISGB4m0nXx0SUibfhyB22MBVC0bFVIooishiiy6+CGOMMsqoYlFUmVjjVQ9mR958M/4IZJBCugjhjoMgmOB4EWZYZIM/LdikkzyS6OMDVDIB5ZVYGslhj3cg6eV/F1apoZRHcvldkmOA6QebEPDo5pYbphmmgHNSqOYmViqJpntaYvjnEXsGmtqdeNbZR5xlvjFoeX2GZ2aXbSoa5SWNAljhmJnK8iimeUK6KJxoXKrpp4eCSeiEhM4xInyqOmrol52KSWtCpAa4Ka6mejhrrbkCGquvuz5267DCIvr+K7CR0jlpr8kiu1yx0E5L6ap5WVuEtIG+eqqzyobKJxzFVgsnueE6GKyu1HqohbmSususnMt2K8it8Ja3olU57pvvifr2y++/Vt0YMI4A5+utsbpy6ym07pJ676kRN9xsus8edunEpSaQ8LoMJQxvxh2jum2r2CZqsmUMb6yxnfNS/EqjLau78rEzf1upqKUMerPCiY6cVc00Wwwez0CTk2rKJ2Oo9FlCXwxyzxPv2TO1VSP5tM9aa2zl1dkQrbXDUs/a9dHwJL00I9q66rU3WXsMbmgSmI3uyzB/DPbMSYFtNd2tYd3m1xPtbTfLaa9JuCNMPrK44ll2+Hbbozz+7lvjlVs+3Ydxv+v3XSIqNGToayusec7lDnywwAaX8HnqTYkuZMEdtM6667KLcLhhmCfxueO7I8EiiZF3XsbvABo/ZumdERmvOZIPTvnliW+HvK/+Tj+088RLD7j2Tu7+fO4oG/O24PdU79LwfOMxt9uBy2s6ylSPHH5cZbvv/ebyK0D/9sLd35X34U1/VVJf4ZLWNI0Mo3ySQB8+DEhA9cwPfxURYEocCLe6RfBuxZNC9yq4PvSxqX5fMRoFZ7M+pkmrapBjoKASWDzMYDASEIxfYGQWNAsqcIOcwdwI/fcXkZ0QQjrU2ZcSl7VzALE2Qgxg/myYmBfx8EqjmwT+DEFlnBYJo4ZGTAfEcvjELrald6czEcFsh0bUqe52FThj7daYxg24UY6aiyMGlkgWe4ERhAcMkPLOdbIq0vCKvBLeDInARUDWY1x7RGEffxU9ZpFQHStsJBFTOEBHPjJsVKjkEMuFSQ1CkYouVBshZUXKYiRSUm7Q1gc1OUo8rXJNeNzG2l55yU2KbTKTbMctLQlKXVZMl8MR5AJPyalUZqaXsBgdLoM5xYX9MJRrqOIzlVRERZ4pjGIUlTWBiU1qXiuaxDHmMs+pzGPWsoDk5Bgf27lLbmpzNIekzwyVKEz45TKfrMIerI6EQXzCc5jwdNof90FGxiHzfAsl01T+7BhH2r0Ojm+83uz6NUc2mhGiFLXAOkskSORoEZqx9NQsYyhOxPmTXrpLKOf4Kcpusi2SqoTSSk2ppVLGdJ68aZ+UfCjP5jkxqEItCAAX9btsFmqg+iRpSfGztzghT6m0hOkOC5o+nSKSpgzNaUN/llJZeDCHNxWWQJ9q1mla9YhjfUY9icrSC6qVqR202eTM6TDzyZRDJz0US/C61bKqRKt//SrO9goY7GEsS1jTK0/T1NdCrnV8hmOrPxrbVFZ+0qmIpYke2QC+oDlWs0MlJkIByy4VEvYYqC3QV1e7VLr6CDfM+2dd7ulawUqTl37z5F25mj3oAbdWB4XsXNH+aivfPmm4wZ0L7EL3N152VKMX7ahEqctROj53SNid7lPM9st+hlS04hXakpibrMiikp+6Pa8xMVte4eo2vcftrCmcmVuqKmdSTzvQfOnbMYYSErbiO6zjakq/b04ug63pX2lhiVz5ga4JYwvhZsMZwgMtmMHZuZp+JYvVZRLYwAUG3msN685NmpMOE1Sxg+XKW6LhlcVtdbGFH7zPaP6XOia0sTA/vN4QN3DEJC6xidWJzgP6VB44zNuLowvXuHbQATGzQoV/fOGXFu6oEWliO6WWRCwBeWNDRiaRS1xcRaQZp4YiHF++6GSLrfl4uM0saXXXXJfZ1W3Oculr/Iz+LzWubqKDzlFGs4sURLvuukF5aIYUvZId29nIJkZvGCydrZDBxCKMjLOS53whQEuMS3AWxauuzENQs0fVLDOXPxui3AhzOCxRrUat+faSMxeZ0oFtqKTVTK5OW8KVIOsTEqusjPoq8qboYBiqoTi9xV42xt879aicXewNKRYU28Y173S9a17ndout/bZ1BEsK/HoaXCvl9GffWabwpqFmzxYjs+Vw7yjfTd1gULCPkRpre5SVhcko9zbFnWlwl6iwqvH3uGWd1620twsT17em6izeyd65DfP1rwOVzb3xljdC2a6gw5f7X4Ln98ysRrhYT9lyZBy6jY7ebpAS7V3+6yqa5jmHUXdXB47geS7ms+brRn7NPlFXNpPOxThAd1xves545ST3NtWt+GtKZ13MWyc3QjC9NaiX3KhL/tuYbWbPqXNdtiW9NbztC+Ix8u8gJ4f7nqcMtUlLeUquFbDL2YXiZJpFvVzWGb+/nIpoUxvihF+CVFcW9b50++2PRWkwWhxvbK/7H69evN2PxarTBj4tXT8OWvraY4CbIfIiyTflNz7OkaS+UsTevMADjuGBuqbJ1SYD63WBbs9X3q9PKuzojX/8qg5e2kvvhbAR74SOCx/2B2eHl033fFmfo+65Z/ybNePqCf2+pbrPcKF3fv6e/1yjM0//RtWfRk/+vHtzpYZ+P29c/nqJn9TgH/tyn/x5erZIqqJpVuZ/U+ZhYRVYlWFwy6dw5mZQ+GZtd8J79od3RSdJ+HcLuEd9lJV3XfF/nDR9RXVV61B7LzN7Afgpx6aBKhg2R1RMD3hMMmh6EfgF8rZBmKd95Hd3EDZ8cecLONh2lBB1ndeCPxhkmXB4T1V4SOgZ7QaATqgus5VFNGhKVphrp1cI3NeBMIhqAxeFXWh51URvvVJ2LggFwXeEYohFd8V2IWhjFYdlGqdSWKhQpXeHYGeDy3d1jNeHARhzCTiHv2VeZkh05qF0PZhjLrhwKiBF6Md+NieJjwh/lWhRkAgUDHFIWTX+iZ2Ihwy3h0+HXnrjdHKHaYKYf4QohzoGdmkndmtIgrF3cMAFZlGjgMrnh5Vmh39XhVpoCJHETHvHhhy0U7FYfZw3eW+Ihh8FVqlofSxIh8YojdM4how4YJ/Ii3+yiyU4FifCjCIYjfgCi/+jhxhoWw12i9Uohc0oX2eXZ8uYjm04jGTGdcmXjaDIh87DhdQojPxIjNw4j4I3G9IXjyb1jSnmfasxXMFokAXJTsooYtt4j+SziUkWKjTFkKWSkapViPr4fu7Xfj8Xkpj4aJYoknVkkgijbYrnkGa1TomoiHyXaw04kfwwUln1KDZ1kO74gUxWW+sYbv8IeFTWkgv+sz2Ng4pTVI4b2ZPYFz1MyVrYWJNYR5MyB2YiF45CGS5TFYYB+ZBAaY5a+S7MlZR+SJbfeJX7eI4yGZVVOZXxlU5sx1VQGZartpRd6Y/EAoVFCY6/8Gg7SUJPiZZosjh0OS2RJpVvWZHFoV4x+ZXX5BwPElp8GZTNJ3tC13SSxpN9aTyG2ZjvOJSvqIoX1HALuZOktJgo55b6kJotJGjrh1GeSInuB1KWyGg6l5IC85KyGSPoeA2b6JlMeYhUJ4Q/SHRNaY1elZiWdZwPVI7Y8pnICZTJhpErCY0QqWXYmZd4AVQ/JZiU2Tfg+TCPs5nxkFSniTRv+XLb2Jq5E53+famd+xNm9ah5WUkxnmmImkmfuTiI8dmP3xFQK2eflsmW6omATdOe4vaedUmgfMKVdUiUA+qYscWf/mkN59lSRIier+eV0tmh0fKd69lJGypkBqqJPONBz6meC4qfmgAkawmWILedoPmhPdKbM+qhOFqZE6qjDComN9mjwZmbtEmSRKo6t2mkSQqbOUeiFQqhZSieIxikTXqgVSehNIqLTpqcbnWKVAqWJgqmDNiiVwqfWhqjY2qhPAqjNXpWZsqm5EWmZcqIYUqn+RinPoql/7mmU6p3euqnYglZXsqmaOqme2qof9qgdaqoMkSoW5qmaoqoAlmohwqokZqnlnowMY0ao1HKqYvqqTEoqHz6qJdaqfL4pp06qZgqp0/HFCM5pIZWpK0aq+jnqkoqAgUAADs=)

Figure 1. A Simple Course

For the qualification run, you start the car at any integer coordinate position on the start line, say (*sx* , *sy*).

At any clock ![$t (\ge– 0)$](data:image/gif;base64,R0lGODlhNAAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAA0ACIAQAT+cMlJq70463nSDEVFDI6wSYcpAcj0HBlgDs1iAA+VpPW5lBICjiIY+I7IpHLJbDo3woAL4Es4BoSKYChhUCcCRlKgWoQZ6HS652s42M+4fC5HiCWNbPJBTugXDwV/FQgCCjJSDVwXDQI8FwGLDA4UCgoYOxQPXxdbAwYZkTldlGB3FwaDCUZPBAECoBQ3THBztXS4ubq7vL1NAR65CoMYlhMEDn8CDsE+CIILAadmzRebbAxSFg0kAsSyLBMFrBIOoxUGgQwPoJuxGY0dxFvnXkTTmoubG1Y0nZKczOATd+mBlGsirAi4VUFRswOXTGFgoECAth8tJuRJ4uYBgYoiFQpcPNHgwJ8GD1KqXKkkQRkkCjLi+uSrps2bOHPq3EknAgA7), according to the acceleration parameter at *t*, (*ax*,*t*, *ay*,*t*), the velocity changes instantly to (*vx*,*t*-1 + *ax*,*t*, *vy*,*t*-1 + *ay*,*t*), if the velocity at *t* - 1 is (*vx*,*t*-1,*vy*,*t*-1). The velocity will be kept constant until the next clock. It is assumed that the velocity at clock -1, (*vx*,-1, *vy*,-1) is (0, 0). Each of the acceleration components must be either -1, 0, or 1, because your car does not have so fantastic engine and brake. In other words, any successive pair of velocities should not differ more than 1 for either*x*-component or *y*-component. Note that your trajectory will be piecewise linear as the walls are.

Your car should not touch nor run over the circuit wall, or your car will be crashed, even at the start line. The referee watches your car's trajectory very carefully, checking whether or not the trajectory touches the wall or attempts to cross the wall.

The objective of the qualification run is to finish your run within as few clock units as possible, without suffering from any interference by other racing cars. That is, you run alone the circuit around clockwise and reach, namely touch or go across the goal line without having been crashed. Don't be crashed even in the last trajectory segment after you reach the goal line. But we don't care whatever happens after that clock.

Your final lap time is the clock *t* when you reach the goal line for the first time after you have once left the start line. But it needs a little adjustment at the goal instant. When you cross the goal line, only the necessary fraction of your car's last trajectory segment is counted. For example, if the length of your final trajectory segment is 3 and only its 1/3 fraction is needed to reach the goal line, you have to add only 0.333 instead of 1 clock unit.

Drivers are requested to control their cars as cleverly as possible to run fast but avoiding crash. ALAS! The racing committee decided that it is too DANGEROUS to allow novices to run the circuit. In the last year, it was reported that some novices wrenched their fingers by typing too enthusiastically their programs. So, this year, you are invited as a referee assistant in order to accumulate the experience on this dangerous car race.

A number of experienced drivers are now running the circuit for the qualification for semi-finals. They submit their driving records to the referee. The referee has to check the records one by one whether it is not a fake.

Now, you are requested to make a program to check the validity of driving records for any given course configuration. Is the start point right on the start line without touching the walls? Is every value in the acceleration parameter list either one of -1, 0, and 1? Does the length of acceleration parameter list match the reported lap time? That is, aren't there any excess acceleration parameters after the goal, or are these enough to reach the goal? Doesn't it involve any crash? Does it mean a clockwise running all around? (Note that it is not inhibited to run backward temporarily unless crossing the start line again.) Is the lap time calculation correct? You should allow a rounding error up to 0.01 clock unit in the lap time.

## Input

The input consists of several courses and the first line of input is number of courses.

A course configuration is given by two lists representing the inner wall and the outer wall, respectively. Each list shows the end point coordinates of the line segments that comprise the wall. A course configuration looks as follows:

![$i_{x,1} \ i_{y,1} \dots i_{x,N} \ i_{y,N} \ \mbox{\tt 99999}$](data:image/gif;base64,R0lGODlhywAfAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAADLAB8AQAT+cMlJq7046827/2AojuEzCORlomlLra4GxyrwTIj92LjOS7nH7gb0ERdBFYFCADQWy8pu84guEgqko0ZTMp1Qi+C5CBwGnOoEq72MJWb0hvAwWOj2Cv5e5+e7gIGCg4SFGgEsXYiGIIuGjoyRGwY/HVMZlEdpAISZIAJDEokXnh+gP6MYDwEGAQB/q62vE7GusKy2tLizIgZZIwICBAMJE76SHscxwcPFEsrI0dLT1NXW19jZ2tvc3SMKAAMP4AgS4OLk5uHjAOUL5+zu8OkVAgE5jRn2+B8Bg/ucPDQQwICICQWaJgD8MLCghIMJJzgoYOeBAx4TK168kXGBRYz+FD1uXNDxY0QGAgygIZCFoIEtUgJiQKlyASgHNxg4eyGz3oE/Nn/6BLqA5sqWDF5aGOjRCSsNRm1azLlzAtMdDZ5mAFCAToEDZLh6BStB7IOvYbueJbvALFoOJwYcGPfkwAE44Ox5SDDAjDO7eAHoNRR3rgIydgcW8Ccq4ga+fiUAVsxYqrfLmDNr3sy5s+fPoEOLHk26tOnTFwb86qKaW2vCqwcluOjAnYTZAGpTwK17DW3bV36jHp6iSSIGW4xPQA5F8PLkziUwVy4dJpMBTboMy55te89A3gtRqhxkfI86AMjbMF8EvfqEBggwkMNBwIDvFOLP92Affwz99HX+YEYBEyhAlDHyBcjBgAUeaFUBAEQI4Q0NQCghDxVGyBWGFm5IYYcTiuEAAc4YEAwiqTSlgQAjOhPMEwhEdIkgLJL4zInBpLZAAVkQkCIFNbr4Row68gjFjxPcIwEBZ8DhDpNyKAlFk2U8SaWUUKamAANLGPAEMar4N4FqXJaB1QJCxYQBOJqwWYGbFJDZ5ZdVvUDEATlqIKeZYKRpp2R5ZpCAhn4OGmGhhP5hKACIHuqgBTFO4eMVts3YAUrvMHBbpWIGEiknk1IqAX1MIpkBpltuOuYEpZpWBR1AkkCAlxaRYVM1ryZkKgizNlCrQsQJaEUIAwlQVQDDZoMsDcUTHptssNBGK+201FZr7bXYZgtIBAA7)

![$o_{x,1} \ o_{y,1} \dots o_{x,M} \ o_{y,M} \ \mbox{\tt 99999}$](data:image/gif;base64,R0lGODlh2gAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAADaAB4AQAT+cMlJq7046827/2AojiRHKAWxCExZnenaujSssvRmyzlmAIEJAvBY/IKS4eMoJDKTTmCzyEE8HoAFQSBJICbYEYOrmHnB2V71mt0uzpKBhOFoLAIF0nhR7n4Xcgt0dnhqhoeIiYqLjI2Oj5CRiwkOAA5/E5SWmG+VlxSan5menBMCRBMAcgYCAgGtF2EYp1QLqhKtdlYWsoa0qYGsrrAWAwgzKwh5s6gStysCurUTxsgCyhoBfwQHgXfb3RLaEtyB41rh3+TpJQEqLg2tCRTukhz1ifEC8xP49v8AAwocSLCgwYMIEypc6IIAAC5zHJB7OIGOFooRL0IUJNHhRov+LzDeaaZBwIA0Fzz2I5nBJEo1KsWxzCZyZKkJMUdOyxCgZs+bExoUAEB0KBWhRAEYXYC0KKqmSp8OdbqTD4MHLFQYsDOAX6yXFspgZfAuABY7BwzwAitBwUy30+BWEJtVwlZAXitcWeDAAKsFB/KGvVr3zlnAains7fs3sIYESdOCipz4DeVMl7tk9vCAAIGdG0kQ2PqgjimBnT9TCG1odIPSdnAxnE27tu3buHPr3s27t+/fwIMLt+12wAO3mIofB/BHOfK2qpY3j/4cAwJ579Rc35d94PYE3Rd9D28ISy0lC8xPUQ+FzXki7Begr3AqdvwNSJjZn8kzUX0J92X+EM9VFQygAGumALBfVRYMuJOBCErgQAFqldbMhBVWUgSG6WnIF4UdosKhhTv15NVJlWnQiwUmUgNAihms2EOLcbzoQSvIxKMgBjQCYiMHOAb1n4oBGNBTig8UeSQYSv6YXpOVJWmkk3Yxh8sBnikggwESrZXBD38IgOUKpRXBgGDpsbWCZKuxeWWKYF6pwglbdklBPNx00cCBX1q55g1lCiIYngfoyWcGSn1WwAGx2ZLCA4vGliikjDrzaKSWKlppSp2FZAd5aerQKShaImCnYmrm8Bl5Dn1qQTSCvOLZjhqsWkECpZ6Kix0MyNqqqDCSs4QFnwVbLLHDgjCASQddHBfbAYXe4ZYrISQwQACOARZtANPmx8iyAzSrAFqFxlNAEPvcwUCvI1iLLT/QmovuPAGs6+1wdmnpQisEdDWBAfoeBLAi/PqbL74IJ6zwwgw37PDDEEcs8cQU4xYBADs=)

where data are alternating *x*-coordinates and *y*-coordinates that are all non-negative integers ![$(\leŸ 255)$](data:image/gif;base64,R0lGODlhPwAiAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAA/ACIAQAT+cMlJq7046y1DycZwIFjjPBICCMszCEHlwtZzgACqIc7QXAKHYKgQEA4EiQFAOiYXS9JEMOBYr9isdsvter+aB4ASOAh+WhNr0TBICExJ+x2fMjRDiYDB7/vRYCUOgIGFhoeIFAh3G24XBAgDDAloBgkPmGtQl5kTDwVPFw05FQgFDDEcAjpwCi2rD44SD7CyEwquF2IYQQy2GS8TBA6pCwB3w8XHFHsZCVWJCwQJlBXT1RRLVoTRHNzd4OHi4+TlYAEJ5hgKoRjD7TUKgxcKCQQGBQU/YgAAB8X8/BVbICBdBlS6GBQwiEEMI2N3aOnSZOFEQwCyHvD5dUVAnAdnDhBo1ARSJAOKBB/KGFMhQQEfWQqgnAAgV4WazFRSEPNtggdfeNYQGCBGE86iNG2mzBDSCkc2/aLGScAAQQAHDKlaxVqhwMAKDZDIwUS2rI5wCWZaUCBFXYUBT93KnUu3rt27eBNFAAA7) terminated by 99999. The start/goal line is a line segment connecting the coordinates (*ix*,1, *iy*,1) and (*ox*,1, *oy*,1). For simplicity, *iy*,1 is assumed to be equal to *oy*,1; that is, the start/goal line is horizontal on the *x*-*y* plane. Note that *N*and *M* may vary among course configurations, but do not exceed 100, because too many curves involve much danger even for experienced drivers. You need not check the validity of the course configuration.

A driving record consists of three parts, which is terminated by 99999: two integers *sx*,*sy* for the start position (*sx*, *sy*), the lap time with three digits after the decimal point, and the sequential list of acceleration parameters at all clocks until the goal. It is assumed that the length of the acceleration parameter list does not exceed 500. A driving record looks like the following:

![$s_x \ s_y$](data:image/gif;base64,R0lGODlhKwAeAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAArAB4AQASzUMlJq704z5MUMYVmcR4oaofjAJ5wVoubLG9t33ieOBJCKwWBICDE7Ho/hZChSOVyDCHiSa1ar1hNwhDTcV22QcCB6ACZg2lGTDYrxgCm6eUgEHg4QoHhaDCzgIGCg4SFgQ5CBzmIAophigUNBDcDkJI2BDMAbjWZC5s1KwE9LplKC5EXoqQSAn08C2oVfJMUBHEeGbQVZU0NNQMCAwYOCX82CGIGsoatAgRpzdLT1NXWFhEAOw==)

*lap*-*time*

![$a_{x,0} \ a_{y,0} \ a_{x,1} \ a_{y,1} \dots a_{x,L} \ a_{y,L} \ \mbox{\tt 99999}$](data:image/gif;base64,R0lGODlhFgEeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAWAR4AQAT+cMlJq7046827/2AojmRpnhahKEsDsKiksi6Mzu0by2tu7yJcDcij6YAGQGCCADySS0nzsYAynVYpVnmldhCPB2BBEEgSCAKAsBAwRAyz4r1Ak9dtugcsJpvrCBN9cHJ0dhKDRBl8Y2VngTmQBAVsH3ELcxN2LpKUip+goaKjpKWmp6ipqqusMQkOAA6QZ7CyFa+xs3W1uri2FgIADRIMCgZLBgICAcoUAXQPDhjBwwvFx20Cw2DO0NLAwsTGyMrMfxWJ4NXXS8rbXhTpO9Ti2MnLzSlcGfTW49nv9EXREEDSgQESCso4OEEhGYYLHBKAKBGiiQCVSjRQlsBZRkX+GE9sFNCx4cdWFUKiGFnSJMqXMGPKnEmzps2bOHPq3MmzpwY15xhIAzpBqAwAQYciLao0qb4/Lgx0YICxALwKRHNI5UB10tUJWaN6EDBgDIawALZuIGuWCFq1HQQU+LlU6we5HBoUAMB3LxW9fAH4lQC4r5MWew3/TSz4cIUCyxQMmEPAwLABLSe4QdTWAuQAkikHEDPsANzNC+RN+ByaQeXLmdF19hx5suvR4UxbUC1BgePev4F/ZW379QLMGRIcoFDtcW3RpBfovrV8QvNbgafXyQ43AXdN38+E//CAAIGvUL96eB2t+bkG6juUP1/hHAn2DtyjnI8+Bv7r9vn+JOCABBZo4IEIJqjgggw26OCDEEYo4YQN+jbAA75BYiGGAMyyYYbAXQgiJgCI2OFZ5hgA1w0prmgCAS26FSNMMCqj4ic1CnAjEGLAM0WPXaT2249DOgGkFuopcEAlJ3bAzHUWKMmkLgRpk4GUEjTpwUAXYLmAlhxwCYSXYG6AYRzx9bZkllRmcKYAaUrgQAFSRXPYnHXC4gWeqem5AJ92UgGon84AUJJyHTTwzTMYBGDoGdVtoGhCehR6aKTyzWYppORpioKjl4YwAEIZgMrpB6N68EAAx6QlCKuOwrVqq2rNGuurtFbQBBsGHKBMGiy4YcA3EqDG2wK7VuGrAAj+wOkAFQxkZqynyfb6qwp5DHvBscjiYS2zzkIbm5DTaNeGuefCVe2ywGZLbDx4LOItu+FaM64YJ10g2HkFHFDNvg/02xzAAmdJScD+GsxvwhfsWB5Y4XzEaJ8aOFxJAiwg8G5E3mRgMcTD5EtuxVs9XEfGG3MWysdHhXxBATYEIOYELGOMbMoLwNzQzGA9kYLPP7t4ntBAgzAAWQdgWM0By5EVQAFQdpDAAAEcUBLTxVINtdFIKy0B1hH5tkwIU1d9dXWgIcXzJ0cPkLQCSy/HoQLKQEY21VZPwPTcdQfIoAE/jKAMAchJAPjKgYsweOFVJA7T4SgsnhnkFFZu+eUSmGeu+eacd+7556CHLvroNUUAADs=)

The list of the record of a course is terminated by a null driving record; that is, it is terminated by a 99999 that immediately follows 99999 of the last driving record.

## Output

The test result should be reported by simply printing OK or NG for each driving record, each result in each line. No other letter is allowed in the result. Print a blank line between consecutive courses.

## Sample Input

1

6 28 6 32 25 32 26 27 26 24 6 24 99999

2 28 2 35 30 35 30 20 2 20 99999

3 28

22.667

0 1 1 1 1 0 0 -1 0 -1 1 0 0 0 1 0 -1 0 0 -1 -1 -1 -1 0 -1 0 -1 -1 -1 1 -1 1

-1 1 -1 0 1 0 1 1 1 1 1 0 1 1 99999

5 28

22.667

0 1 -1 1 1 0 1 -1 1 -1 1 0 1 0 1 0 -1 -1 -1 0 -1 -1 -1 0 -1 1 -1 -1 -1 1

-1 0 -1 1 -1 0 1 0 1 0 1 1 1 1 1 1 99999

4 28

6.333

0 1 0 1 1 -1 -1 -1 0 -1 0 -1 0 -1 99999

3 28

20.000

0 -1 1 -1 1 0 1 1 1 1 1 0 -1 0 -1 0 -1 1 -1 1

-1 1 -1 0 -1 -1 -1 -1 -1 -1 -1 0 1 0 1 -1 1 -1 1 -1 99999

99999

## Sample Output

OK

NG

NG

NG

Miguel A. Revilla   
1999-03-05

### 694 - The Collatz Sequence

Time limit: 3.000 seconds

|  |
| --- |
| **The Collatz Sequence** |

An algorithm given by Lothar Collatz produces sequences of integers, and is described as follows:

**Step 1:**

Choose an arbitrary positive integer *A* as the first item in the sequence.

**Step 2:**

If *A* = 1 then stop.

**Step 3:**

If *A* is even, then replace *A* by *A* / 2 and go to step 2.

**Step 4:**

If *A* is odd, then replace *A* by 3 \* *A* + 1 and go to step 2.

It has been shown that this algorithm will always stop (in step 2) for initial values of *A*as large as 109, but some values of *A* encountered in the sequence may exceed the size of an integer on many computers. In this problem we want to determine the length of the sequence that includes all values produced until either the algorithm stops (in step 2), or a value larger than some specified limit would be produced (in step 4).

## Input

The input for this problem consists of multiple test cases. For each case, the input contains a single line with two positive integers, the first giving the initial value of *A* (for step 1) and the second giving *L*, the limiting value for terms in the sequence. Neither of these, *A* or *L*, is larger than 2,147,483,647 (the largest value that can be stored in a 32-bit signed integer). The initial value of *A* is always less than *L*. A line that contains two negative integers follows the last case.

## Output

For each input case display the case number (sequentially numbered starting with 1), a colon, the initial value for *A*, the limiting value *L*, and the number of terms computed.

## Sample Input

3 100

34 100

75 250

27 2147483647

101 304

101 303

-1 -1

## Sample Output

Case 1: A = 3, limit = 100, number of terms = 8

Case 2: A = 34, limit = 100, number of terms = 14

Case 3: A = 75, limit = 250, number of terms = 3

Case 4: A = 27, limit = 2147483647, number of terms = 112

Case 5: A = 101, limit = 304, number of terms = 26

Case 6: A = 101, limit = 303, number of terms = 1

Miguel Revilla   
2000-08-14

### 729 - The Hamming Distance Problem

Time limit: 3.000 seconds

|  |
| --- |
| **The Hamming Distance Problem** |

The Hamming distance between two strings of bits (binary integers) is the number of corresponding bit positions that differ. This can be found by using XOR on corresponding bits or equivalently, by adding corresponding bits (base 2) without a carry. For example, in the two bit strings that follow:

A 0 1 0 0 1 0 1 0 0 0

B 1 1 0 1 0 1 0 1 0 0

A XOR B = 1 0 0 1 1 1 1 1 0 0

The Hamming distance (*H*) between these 10-bit strings is 6, the number of 1's in the XOR string.

## Input

Input consists of several datasets. The first line of the input contains the number of datasets, and it's followed by a blank line. Each dataset contains *N*, the length of the bit strings and *H*, the Hamming distance, on the same line. There is a blank line between test cases.

## Output

For each dataset print a list of all possible bit strings of length *N* that are Hamming distance *H* from the bit string containing all 0's (origin). That is, all bit strings of length *N*with exactly *H* 1's printed in ascending lexicographical order.

The number of such bit strings is equal to the combinatorial symbol *C*(*N*,*H*). This is the number of possible combinations of *N*-*H* zeros and *H* ones. It is equal to

![\begin{displaymath}{N!} \over {(N-H)! H!}
\end{displaymath}](data:image/gif;base64,R0lGODlhXQAvAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAABdAC8AQAT+cMlJq7046827/93QCMAjEQ5FmmDrvtJDFgFlMJZSwi3g/8CgcEgsGo/IpG/R2OUWBgBuIeNdCgVKU5BTTB4AC1YL4H7Dk8TAyu5E2/D4xZAgyO88gV3iSGUpD1N4g4SFGgiCEgEMPnsLjAAFCG2LPgxcDAUABwyTDwWOj06KkJePmpyTjCxgVxQJZWZxDolRsiqCIxW0NmUVuhYNhlbCw8bHyDxNADUTAs0LA6PJxg1ronYJLDFo1MYGXhMNB8ze5ufo6errcAF/FQmwBxTXcbAJ9N0x887TC/f5VDhpZSFBswC+ChSDA0vAg4cPHABY6EzQJ3hlIEacCOhdlG3+EhJMyheKDcKREhiVlCCgnoADBiacpKCywsuYzm6x++WA4s6fQIMKHeqtEgBHkCSJAkn0RbxN9AQybdrCS5QpVc5Q5WFQUUKKF7e+ePcv1i+dYjuIrCCt5M20cOPKnUu3rl0LAfARVVCSzkoOfiegWLkM2oJncrZQmOlMrwRpTBXLBIAS8gQGhieIWHEihRxpFAF4puBgG+d8oUcfHggAp5ZrNbUlFi2gdkt/hy3qY0LbtmWt3C7omdBnAdkKiBgoX668ns2jFCIJt5hodSjpgHT7BKeFXGYrUcKxLGdBQPVe4ld/34VSRiTDN+LI0IQ4wMsDDsVA02Fifpka9h0XgB9I/IlzwF9AJYCWHAqgJNQArt01VAQAOw==)

This number can be very large. The program should work for ![$1 \le H \le N
\le 16$](data:image/gif;base64,R0lGODlhhAAgAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAACEACAAQAT+cMlJq7046827/6AkAF4zFEk3AA0FOJ2Jqs34SATMyek2Vo7C5iEoABSCFshgIRoFgUVAcDgIbqEFs0IEFKITAyMbvjiPSVxBgFiT3/C4fE6v2+/4zG+TKAyUHCMELkJ8foA+gxIOMIUafX8eexIPAAITAAN5m5ydnp+goaKjpCEPCg4kpgqOFw2WFAEACCCnrRavAGAiux22ZqiqFAIMBAYHWBaTrgMOtB+vDgLTAivJuM3PJZoLDACDCdcVJs4gy5UoBAMKesIcBAnSiBUGR8O6H/DyGQbsEw0H8HnQl6ZdBXsSEGYh8KChQ4db6jB8+DAinYkUG1osxbGjx4/1IEOKHEmypMmTKOM08JdlXixvABhcYmDkAANtMTIEgKmoGwAvOHdkWHkBAZJeFZZxMDDgQFALCQD0kLDiA1OnfKIeoMCtw9Wn9yrIYhJV3ASlF8R8+VCg1atLGtQi1cCu3pgFRDbIleSOgCUEbDSgpfDggAKXjyw9TIWYkuHGGBKAkXWpAOTCh825Qyeh3lwR7gQ7GNAzg4O7nWF1EDC6NIZWUadJah2or+oFMTEM1kAggGEMsnB6c/3ON8sKCYKuIL6h92/doVFJQDArpXUQUzaGQMCgu3fvXelw//49/Jzx5Lubv86+vfv38OPLn0+/vn34EQAAOw==).

Print a blank line between datasets.

## Sample Input

1

4 2

## Sample Output

0011

0101

0110

1001

1010

1100

Miguel Revilla   
2000-08-31

### 834 - Continued Fractions

Time limit: 3.000 seconds

|  |
| --- |
| **Continued Fractions** |

Let ***b***0, ***b***1, ***b***2,..., ***b***n be integers with ***b***k > 0 for ***k*** > 0. The continued fraction of order ***n*** with coeficients ***b***1, ***b***2,..., ***b***n and the initial term ***b***0 is defined by the following expression

![$\displaystyle {\frac{1}{b_1 + \frac{1}{b_{2 + \ldots + \frac{1}{b_n}}}}}$](data:image/gif;base64,R0lGODdhngBPAPcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAAAAAAALAAAAACeAE8AQAj/AP8JHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3MjRIAAAHUMqBCmypMmTGEn++wiS5MeGKlHKnEnz4kuLMWnmrMmToMubAncmFHoQaM+jSE22jEl0YdOBRpNKncpw6UqWT6lq3cq1q9evYCFGDUuW59iyPm9mHYq2bUWga1e6xTl3I9ylcYPCxMq3r9+/gAMDrqszaF67ZwlLfcl0otDEiiNLnky5suXLmDPPhaw5M+fOlz+DluyX9GGEp0frVKn2cGrVMn9a1VsV9tXXq0VLxE2VN2WWtHfb7soa7kPfw2u6dog1eejZPXU7f9tY+HSvuB9fxwz8qlzk28OLwR9Pvrz58+jTq1/Pvn1Zvu7JSo8fHTx9kfPvr9aP3T7S5vxtlV9RAWoEoGMFplQcggnitCBjjwm2k4QUVmjhhRhWaJ13xtU2nH82AdihU8mBGNJPMO01oFYm1rViQS0yN96BG84E33V3QXVcgw5CxdpQEvK4o2E+DVlVjNvdqKOMewl5ZHckNvliiAm2dtSUM0KJZURbnudSkTUWBaWTrfX15I0aVjlmTlZ6tySMSLKXnZhdOrkbXhDaaZZhcerp558HgAYq6GgBAQA7)

which can be abbreviated as [***b***0;***b***1,..., ***b***n].

An example of a continued fraction of order ***n*** = 3 is [2;3, 1, 4]. This is equivalent to

![$\displaystyle {\frac{1}{3 + \frac{1}{1 + \frac{1}{4}}}}$](data:image/gif;base64,R0lGODdheQBPAPcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAAAAAAALAAAAAB5AE8AQAj/AP8JHEiwoMGDCBMqXMiwocOHECNKLEhgokWFFf9lJLiRIseEHS+KHElyIYGTKEuqXMmypcuGIV8ODJnxpEyBKTmizHmzp8+fDGMCHQpRqEOeRJMeBam0qdODFY0+nSrVacedU5dm9QiVKcatJHciBTu06sqxNW9eJTsypk2gZtnKnRt3rlqvdvPq3ftS7Fu+gAMrrQtXI0LCTxHLXNvV4Nimj6nOjOwYr+DDflnWVXy589m/nvNyFskYZ+jKZQ8XbnxaMmrHfmPLng26dWLbdkfj7ql7t2WuvlOrDg63NvHWxo+vNqzcdfPn0KO3pGx1Y2m9vV1GZb03+9mZFJPTjt0am7vo8a8/mpY++Df7sFAzvycdND7t+/jz05aoH636+QCaFOBP3kVEk3ihFVjUf8zhpuBD1z3oHIGwNagddW0hON1wFKYXGE8absjhgPB5SOJFQkn4HlYnNodhi/TBqJ2MM9KomY2TqYijVDrO55Z8ONY3ok7l2dhjkEiCdWSL2yVpUVpOGshglPw1FRAAOw==)

Write a program that determines the expansion of a given rational number as a continued fraction. To ensure uniqueness, make ***b***n > 1.

## Input

The input consists of an undetermined number of rational numbers. Each rational number is defined by two integers, numerator and denominator.

## Output

For each rational number given in the input, you should output the corresponding continued fraction.

## Sample Input

43 19

1 2

## Sample Output

[2;3,1,4]

[0;2]

Fernando Silva, ACM-UP'2001

### 863 - Process Scheduling

Time limit: 5.000 seconds

|  |
| --- |
| **Process Scheduling** |

In batch programming, there are many tasks that need to be completed in minimal overall time. Accurate information about the total runtime and interdependencies of processes is often available to the scheduler, allowing optimal schedulings to be found. This problem considers processes that can run on different CPUs at the same time, but which are interdependent. That is to say, some processes cannot start until others have completed. Scheduling processes optimally prevents CPUs from being idle unnecessarily.

Your task is to find a way of using ***n*** processors to run ***p*** processes, minimizing the number of time slices until they are all finished. Some processes may be dependent on processes that depend on other processes, but there will be no dependency loops.

## Input

**The input begins with a single positive integer on a line by itself indicating the number of the cases following, each of them as described below. This line is followed by a blank line, and there is also a blank line between two consecutive inputs.**

The first line of input will consist of two integers, the number of processors (***n***) and the number of processes (***p***). Both numbers will be positive; ***p*** < 100 and ***n*** < 21.

There will be ***p*** additional lines representing the processes. Each of these lines will contain an integer representing the number of CPU time slices required for the process and zero or more integers representing the processes that must finish before this process may start. Processes are numbered from 1 to ***p***.

## Output

**For each test case, the output must follow the description below. The outputs of two consecutive cases will be separated by a blank line.**

Output consists of ***n*** columns of width two, with a single space between columns. The***i***-th line corresponds to the processes running during the ***i***-th time slice. The process numbers should be right-justified. The scheduling of processes should minimize the amount of time until all of the processes have completed their tasks. Trailing spaces are acceptable, provided that they do not extend beyond the right of the last column.

## Sample Input

1

3 5

4

3

2 4 2

2 1

1 3

## Sample Output

1 1 2

1 1 2

4 4 2

3 3

5

Miguel Revilla 2004-08-31

### 894 - Juggling Trams

Time limit: 3.000 seconds

|  |
| --- |
| **Juggling Trams** |

After many years of faithful service, the good city of Melbourne has decided to upgrade all of its aged green and gold trams to newer, more fashionable models. But alas, the pursuit of fashion has not been without its costs. The newer trams, whilst looking stunning, can only travel in straight lines.

But this has not deterred the Melbourne City Council. In order to deal with this problem, they have laid more tracks and built more trams, so that the city is now a vast grid of tram tracks criss-crossing throughout the city.

For simplification, consider the city to be a large grid of roads running north-south and east-west. Each road has a tram line running along it. You, the humble traveller, wish to travel south and west through this grid using the new tram system.

Trams run along each road at ***t***-minute intervals, where ***t*** is a fixed time that has been determined by the Melbourne City Council. Thus, if you stand at any street intersection, you will see a tram travelling south every ***t*** minutes, and a tram travelling west every ***t*** minutes (although the trams will not necessarily pass by at the same times). We will assume that trams run at a constant speed, and take no time to pick up or drop off passengers.

Based on your training in city traversal optimisation theory, you wish to write a computer program that will find the fastest route from your starting point to your finishing point through the grid. You can hop on or off a tram at any intersection, and you may need to wait at some intersections for a tram to come along. You may assume that hopping on or off a tram takes no time at all. So, for instance, if a southward tram passes through an intersection at the same time as a westward tram, you may hop off the southward tram and immediately hop onto the westward tram.

## Input

Input will consist of a number of data sets. The first line of each data set will be of the form

***t*** ***m***

where ***t*** and ***m*** are both integers. ***t*** represents the number of minutes between each tram travelling down a street, as described earlier, with 1![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAeBAAAAAG2kMxnAAAAAnRSTlMAD+Ys0KkAAAB9SURBVHicY/j/gQGIfoPJ/wz3GV4Dyf8g7ncg/g/DDP8/M3wCkv0Mv/eAuVAEkb0MIn/Eg9n//3yAi+Mk80FkBIgdBRb5fB8s/ug+XM3u3fuJMAdKggGMdR/KOioFETtiCZXdmItQVxQH1/FvYv5/FFOWuABB/H9Mk4lnAQDrsQwGHTwvXwAAAABJRU5ErkJggg==)***t***![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAeBAAAAAG2kMxnAAAAAnRSTlMAD+Ys0KkAAAB9SURBVHicY/j/gQGIfoPJ/wz3GV4Dyf8g7ncg/g/DDP8/M3wCkv0Mv/eAuVAEkb0MIn/Eg9n//3yAi+Mk80FkBIgdBRb5fB8s/ug+XM3u3fuJMAdKggGMdR/KOioFETtiCZXdmItQVxQH1/FvYv5/FFOWuABB/H9Mk4lnAQDrsQwGHTwvXwAAAABJRU5ErkJggg==)60 inclusive. ***m***represents the number of minutes it takes a tram to move from one intersection to the next, with ***m*** > 0. The second line of the data set will be of the form

***n*** ***e***

where ***n*** is the number of north-south streets and ***e*** is the number of east-west streets. Both ***n*** and ***e*** will be between 1 and 200 inclusive. North-south streets will be numbered from 1 to ***n***, where 1 is the eastmost street and ***n*** is the westmost street. East-west streets will be numbered from 1 to ***e***, where 1 is the northmost street and ***e***is the southmost street. The third line will be of the form

***sx*** ***sy*** ***fx*** ***fy***

and will describe the start and end points of your journey. Your journey must begin at the intersection of north-south street ***sx*** and east-west street ***sy***, and must end at the intersection of north-south street ***fx*** and east-west street ***fy***. The fourth line will contain a single integer representing the number of minutes after midnight when your journey begins.

Following this will be a line for each north-south street of the form

***first*** ***k***

where ***first*** is the number of minutes after midnight when the first tram leaves the eastmost intersection along that street, and ***k*** is the total number of southward trams that will travel down that street throughout the day (***k*** > 0). Note that these ***k*** trams will be spaced by intervals of ***t*** minutes. A line

***first*** ***k***

will then be given for each east-west street, where ***first*** is the number of minutes after midnight when the first tram leaves the northmost intersection along that street, and ***k*** is the total number of westward trams that will travel down that street throughout the day (***k*** > 0).

Input will finish with ***t*** = 0 and ***m*** = 0.

## Output

Output must be one line for each case of input. If it is possible to travel from the start point to the finish point, you must output a line of the form:

You arrive at ***hh***:***mm***.

where ***hh*** : ***mm*** is the earliest time of day (using a 24-hour clock) at which you can arrive at your destination. Both hours and minutes must be two digits; use a leading `0' if necessary. You may assume that if a solution exists, the time of arrival will be before the next midnight.

If it is impossible to reach the destination, output the line: `Impossible.'

## Sample Input

30 3

5 4

2 2 5 4

93

30 5

100 6

115 4

100 7

30 8

10 10

0 11

20 9

10 10

30 3

5 4

2 2 5 4

300

30 5

100 6

115 4

100 7

30 8

10 10

0 11

20 9

10 10

0 0

## Sample Output

You arrive at 01:52.

Impossible.

**Testsetter:** Joachim Wulff (Little Joey)   
**Special thanks:** Ruben Spaans

### 896 - Board Game

Time limit: 3.000 seconds

|  |
| --- |
| **Board Game** |

A surprisingly complex game can be played between two players on a simple one-dimensional board with up to 60 holes; each player has counters of one colour (indicated here by letters like W or R) which go into the holes. A player may move a counter anywhere on the board, as long as it does not land on or jump over any other counter. The object of the game is to block the other player so he or she has no allowable moves. In a game with one counter each, the first player can force a win on the first move by moving their counter next to the other counter. Whenever the second player tries to move away, the first player moves next to them. Eventually the second player will have no moves left. If the first player does not take this first move, then the second player can force a win. Convince yourself that these statements are true in this example:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | W |  |  | R |  |  |  |  |  |

With two counters each, the game is more complex. For example, in the following situation, if W moves first they can force a win by moving the leftmost counter one square to the right, or the rightmost counter one square to the left. Any other move (for example, moving one of the W counters next to an R counter) will mean than R can force a win. Try it and convince yourself this is true.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | W |  |  | R |  |  | W |  | R |

Even more complex situations arise with more counters; for example, draws can occur (ie neither player can force a win) as in the following case:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | W |  | W |  |  | R |  | W | R | R |  |

It is embarrassing that it is difficult to see how to win such a simple game. Please write a program so that I can play this safely by always knowing the winning first move, or, when there is no winning first move, whether the game is lost or can be drawn. Assume that a player will always win the game if it is in their power, and will always try to avoid defeat.

## Input

Each line of input will be a game description, which is a string of up to 60 digits. Each digit represents a hole on the board: `0' for an empty hole, `1' for a counter belonging to the first player, or `2' for a counter belonging to the second player. Both players will have the same number of counters, and there will be at least two empty holes on the board. The input will be terminated by a line consisting of a single zero.

## Output

For each input game description, one line of output must be produced. This line must be:

* `0' if the game cannot be won but can be drawn;
* `2' if the first player will lose whatever move is made;
* `1' if there is a winning first move. In this case, the `1' must be followed by a description of the winning move. The winning move must be given by two numbers, the first giving the hole in which the move begins, and the second giving the hole to which the piece moves. The holes are assumed to be numbered from left to right with the leftmost being number 1. If there is more than one winning move, choose the move starting from the smallest numbered hole. If there is more than one of these, choose whichever moves to the smallest numbered hole.

## Sample Input

000200100000

000100200102

000010201002

000010200102

001020020001100002000

010122010122

0

## Sample Output

1 7 5

1 4 5

1 5 4

2

1 13 15

1 2 1

Miguel Revilla 2004-07-08

### 913 - Joana and the Odd Numbers

Time limit: 3.000 seconds

# Problem A

# Joana and the Odd Numbers

![http://uva.onlinejudge.org/external/9/p913.gif](data:image/gif;base64,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)Joana loves playing with odd numbers. In the other day, she started writing, in each line, an odd number of odd numbers. It looked as follows:

1

3 5 7

9 11 13 15 17

19 21 23 25 27 29 31

...

On a certain line Joana wrote 55 odd numbers. Can you discover the sum of the last three numbers written in that line? Can you do this more generally for a given quantity of odd numbers?

## Problem

Given the number **N** of odd numbers in a certain line, your task is to determine the sum of the last three numbers of that line.

## Input

The input is a sequence of lines, one odd number **N** (*1<N<1000000000*) per line

## Output

For each input line write the sum of the last three odd numbers written by Joana in that line with **N** numbers. This sum is guaranteed to be less than 263.

## Sample Input

3

5

7

## Sample Output

15

45

87

### 917 - Euro 2004

Time limit: 3.000 seconds

# Problem E

# Euro 2004

The European Football Championship is coming! From the 12th of June to the 4th of July, Portugal will be the sports center of the world. Everyone will do their best to make this event a memorable one.
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Here is how the classification is made:

1. For a win 3 points will be awarded; for a tie, 1 point; for a defeat, 0 points
2. For establishing the final places, the following criteria will be applied, in descending order of priority:
   * Number of points
   * Goal-Average (difference between goals scored and given)
   * Number of wins (victories)
   * Number of goals scored

So after the games are taken in account, this parameters are all calculated. Things get interesting when there is more than one team with the same number of points. In that case, a sub-league is considered. You must now imagine that only the games between the tied teams count, and see the new sub-classification. If that does not break the tie (in points) for all the teams, you must do a sub-sub-league for all the teams that are still tied, and so on. There is only one case when a sub-league should not be partitioned. That is when all the teams in that sub-league have the same number of points and obviously, the partition would give the exact same group of teams and parameters. In that cases, teams should be ranked according to the four parameters calculated for that sub-league. If the parameters are not sufficient, then the teams should be considered to be in the same place, and they should appear in alphabetical order.

## Problem

Your task is to write a program that given the results of several games, calculates the classification of the teams using the sorting algorithm defined above.

Of course that knowing how good programmer you are, the organization has asked you to make a program that could calculate the classification of thousands of teams more than the ones that will be present in Euro'2004, in order to use the program in any situation they want.

## Input

The first line of input contains an integer **T** which is the number of test cases that follow.

Each test case starts with a number **G** (*1 ≤ G ≤ 10000*) indicating the number of games to consider.

Then *G* lines follow, each one with the format "TEAM1 TEAM2 GOALS1 GOALS2", giving the result of a single game (TEAM1 scored GOALS1 goals and TEAM2 scoredGOALS2). Team names are made only by lower-case letters and have a maximum length of 20.

It is not necessary that games between all the teams have been made. Of course that you should only calculate the classification based on the games that you were given. Also, some teams may play against each other more than one time.

To make the classification you should consider all the teams that played at least one game. You may assume that the number of teams is ≤ 10000

## Output

The output for each test case consists of lines in the form "PLACE TEAM", in ascending order of place, where PLACE indicates the place the team got and TEAM is the name of the team. Remember that all teams that played at least one game must appear.

Output of different test cases should be separated by a single blank line.

See the example output for a more detailed explanation of how the classification was obtained on that particular cases.

## Sample Input

3

6

portugal grecia 4 1

espanha russia 3 1

portugal russia 3 0

espanha grecia 1 2

portugal espanha 1 3

grecia russia 7 0

6

portugal grecia 4 1

espanha russia 1 3

portugal russia 3 0

espanha grecia 1 2

portugal espanha 1 3

grecia russia 7 0

1

brasil franca 0 0

## Sample Output

1 portugal

2 espanha

3 grecia

4 russia

1 portugal

2 grecia

3 russia

4 espanha

1 brasil

1 franca

## Explanation of Sample I/O

* First sample case:

Looking at the games, we see that "portugal", "espanha" and "grecia"made 6 points, and "russia" made 0 points (which automatically gives them the 4th place). A tie between the first three teams is achieved. A sub-league with only that three teams is then considered but in this sub-league all the three teams have 3 points. This tied group cannot be partitioned further and then the other parameters are considered. Since in that sub-league, "portugal" has the best goal-average, it achieves 1st place. Then comes "spain" (2nd goal-average) and finally "grecia". If necessary, the other parameters would have been taken in account.

* Second sample case:

Now, "portugal" and "grecia" are tied with 6 points, and "espanha" and "russia" have 3 points. The sub-league between "portugal" and "grecia"unties the two teams ("portugal" won against "grecia"), and in the same way the sub-league between "espanha" and "russia" unties them.

* Third sample case:

The only two teams tied the game, so they are equal in all parameters. They are in the same place and they appear in alphabetical order.

### 919 - Cutting Polyominoes

Time limit: 3.000 seconds

# Cutting Polyominoes

A polyomino may be viewed as a set of squares connected by their sides. Its boundary is an orthogonal polygon. They are often classified by their number of squares, which is equal to their area if each square has area 1. We may represent a polymino in a grid as shown below. We are interested in polyominoes without holes and that have exactly one edge in each grid line that intersects them. Did you know that each polyomino results from a square (of area 1) by applying pairs of transformations INFLATE/CUT? For example, the polyomino shown on the right is obtained if one applies INFLATE (0,0), CUT (0,0), INFLATE (1,1), Cut (3,0), INFLATE (0,1), CUT (2,1),INFLATE (1,2), CUT (0,5). It easy to see that it has area 12.
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We are considering that the initial northwest corner is placed in (0,0) and that *x* and *y*grow as in the figure. INFLATE} *(pi,qi)* means ``multiplying by 4 the area of the cell'' (i.e. square) whose northwest corner is in *(p\_i,q\_i)*. For this, we must duplicate the grid line where this cell is located and then duplicate the column where the cell was located. Obviously, we can drag down cells and then drag other cells to the right. The coordinates of the polyomino are also modified: *x -> x+1* iff *x > pi* and *y -> y+1* iff *y > qi*. **One cell can only be inflated if it belongs to the polyomino**.

The sequence ``INFLATE (pi,qi) CUT (xi,yi)'' means that one must cut the rectangle defined by the points (pi+1,qi+1), (pi+1,yi), (xi, yi), (xi, qi+1).**Such rectangle can only be cut if it simultaneously satisfies the following conditions**:

**(A)** it is actually a rectangle and it is part of the polyomino;

**(B)** (xi,yi) is a vertex of the inflated polyomino and none of the other vertices of the inflated polyomino belongs to the rectangle (either to its interior or boundary);

**(C)** at least one of the points (xi,qi+1) and (pi+1,yi) is in an edge that contains(xii).

## Problem

Your task is to write a program that computes the area of polyominoes that result from applying a sequence of transformations INFLATE-CUT to squares of area 1.

## Input

The input is a sequence of descriptions of polyominoes's constructions, ended by 0. Each description starts with an integer *r ≤ 50*, which is the number of pairs INFLATE-CUT, followed by *r* rows, each one with four integers *pi*, *qi*, *xi*, *yi*, that mean "INFLATE (pi,qi) CUT (xi,yi)". Observe that the polyomino resulting from *r* INFLATE-CUT's has *2r+4* vertices.

## Output

Each line of the output will have the area of the constructed polyomino or 0 if any step in the construction does not satisfy the rules just defined.

## Sample Input

4

0 0 0 0

1 1 3 0

0 1 2 1

1 2 0 5

6

0 0 0 0

1 1 3 0

0 1 2 1

1 2 0 5

5 5 5 4

3 4 2 2

6

0 0 0 0

1 1 3 0

0 1 2 1

1 2 0 5

4 4 2 3

5 5 5 5

5

0 0 2 2

1 0 1 2

2 1 4 0

0 3 0 0

1 2 3 1

2

0 0 0 1

0 0 2 2

0

## Sample Output

12

0

0

18

0

### 951 - The Pieces of the Puzzle

Time limit: 3.000 seconds

The children on the playground are now playing with funny puzzles. They have a number of pieces and they have to make a pre-determined image. Imagine for example that you have to form the image depicted in figure 1, only with the available pieces.
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**Figure 1 -** The image and the pieces of the puzzle

The idea is to use all the pieces to form the image. The pieces can be rotated (by 0, 90, 180 or 260 degrees). Since the pieces are equal from both sides, they can also be flipped, and also they can be at the same time flipped and rotated. With this rules, one way to form the image with the pieces would be the one illustrated in figure 2.
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**Figure 2 -** Combining the pieces to form the puzzle

Can you help the children in how to solve every puzzle they have in hands?

## The Problem

Given a set of pieces and an image, you have to discover if it is possible to combine the pieces in order to form the image. An image is always a connected set of squares (meaning that there are no disconnected parts of the image). At the end, there can be no pieces left.

## Input

**The input will contain several test cases, each of them as described below. Consecutive test cases are separated by a single blank line.**

The first line of the input will contain two integers **H** and **W**, which respectively indicate the height and the width of the minimal square than can enclose the image to form (*1 ≤ H,W ≤20*). Than come exactly ***H*** lines describing the image itself, each of these lines exactly with ***W*** chars. A '#' means a square that belongs to the image and a '.'means one that does not belong.

After that comes a single line with an integer **P** indicating the number of pieces available (*1 ≤ P ≤400*), followed by ***P*** sets of lines describing the pieces, in a similar way of how the image is described. Each piece starts by having a single line indicating **PHi** and**PWi**, the height and width of the minimal square enclosing the piece (*1 ≤****PHi****,****PWi****≤ 20*), followed by ***PHi*** lines with ***PWi*** chars with the piece, where '#' means a square that belongs to the piece and a '.' means one that does not belong. Note that the pieces can come in any order.

## Output

For each test case, you must output a single line with the word Yes if the image can be made with the pieces or No if that is not possible. Remember that all the pieces must be used and that the pieces can be rotated, flipped or suffer both of these transformations.

## Sample Input

5 7

X.X.XXX

X.X.X.X

X.X.XXX

X.X.X..

XXXXX..

7

3 1

X

X

X

3 1

X

X

X

2 1

X

X

1 1

X

3 2

XX

X.

XX

3 2

XX

X.

XX

2 2

X.

XX

3 3

.X.

XXX

.X.

2

2 2

.X

XX

2 1

X

X

3 2

.X

.X

XX

1

3 2

X.

X.

XX

## Sample Output

Yes

No

Yes

### 961 - Ambiguous or Incomplete Inductive Definitions

Time limit: 3.000 seconds

|  |
| --- |
| **Ambiguous or Incomplete Inductive Definitions** |

An important notion in Computer Science is the syntactical concept of terms. Examples of terms can be:

* a
* b
* f(a,b)
* s(a)
* g(f(a,b),b,s(a))

Sets of terms are usually defined by induction. In such a schema, a set of terms is seen in a constructive way: each element of an inductively defined set is either constructed from simpler elements of the set or a basic element. For instance, a is a basic element,g(f(a,b),b,s(a)) is constructed from f(a,b), b and from s(a) using the constructor g. In the same vein, f(a,b) is constructed from a and from b using the constructor f.

More formally, an inductive definition of a set ***T*** of terms is composed by a non-empty set ***B*** of basic elements and a set ***K*** of constructors. Then, we say that ***T*** is the smallest set ***X*** containing ***B*** (i.e. ***B*** ![$ \subseteq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAHlBMVEXd3d2ZmZl3d3dVVVXMzMwRERFmZmb///8AAAC7u7uoWTueAAAAAXRSTlMAQObYZgAAAGNJREFUGJVjKC9gAKIKMFnO0M7AASTLI4BsdiAuh2GGkg4QWVrOUAFmwBBYdgqYNIeoJJos62gHkuFIIuJgUghJpAOshngzYQCFVRjEDmUZwsXa4ayp7nAdbhFA+8pxmEI2CwBIpoW8hXI/xQAAAABJRU5ErkJggg==) ***X***) and the elements that respect the following rule:

let be ***f*** ![$ \in$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAfBAMAAAFrjGARAAAAJ1BMVEXd3d2ZmZl3d3dVVVXu7u7MzMwRERGIiIhmZmb///8AAAAiIiK7u7vCxQsFAAAAAXRSTlMAQObYZgAAAFNJREFUGJVjmMkAgych9EyGyWASLwIRU7NWMsxctQpITOOEieEnZqziZJhpCWKtArEqQSwhwtpQCJyMiRs5IQwDmMgSGONYJEwxR9aqBQTMIcgAAEKJkFGMTcAkAAAAAElFTkSuQmCC) ***K*** with an arity of ***n***, and let be ***n*** elements of ***X*** (say, ***a***1...***a***n) then   
***f*** (***a***1,..., ***a***n) must be in ***X***

Let ***h***B : ***B*** ![$ \rightarrow$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAARBAMAAAFcmHEmAAAAGFBMVEXu7u53d3cAAACqqqqIiIhmZmb///+7u7siBA5oAAAAAXRSTlMAQObYZgAAADtJREFUCJljSEtgSBNgAJFwlJYGxGZAnIAFpyFTSkpKihiC+CigBgUIzw2rEgggic2OxE4NQLDDUNUDAF+vS3LQT7UYAAAAAElFTkSuQmCC) ***N*** be a total function that maps every symbol of ***B*** to a positive integer, and ***h***K be a total function over ***K*** that maps every ***n*** -ary constructor to an ***n***-ary function over positive integers.

In such a setting, we define the notion of natural interpretation ***h*** as a function from ***T*** to***N*** that maps every term ***t*** ![$ \in$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAfBAMAAAFrjGARAAAAJ1BMVEXd3d2ZmZl3d3dVVVXu7u7MzMwRERGIiIhmZmb///8AAAAiIiK7u7vCxQsFAAAAAXRSTlMAQObYZgAAAFNJREFUGJVjmMkAgych9EyGyWASLwIRU7NWMsxctQpITOOEieEnZqziZJhpCWKtArEqQSwhwtpQCJyMiRs5IQwDmMgSGONYJEwxR9aqBQTMIcgAAEKJkFGMTcAkAAAAAElFTkSuQmCC) ***T*** to a positive integer in the following way:

![$\displaystyle \left\{\vphantom{
\begin{array}{lcl}
h(a) &= &h_B(a) \quad \mbox{...
...n B\\
h(f(a_1\ldots a_n))&= &h_K(f)(h(a_1) \ldots h(a_n))
\end{array}}\right.$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAABBBAMAAAG2P7KVAAAALVBMVEXMzMyZmZl3d3dVVVXu7u4zMzMAAAARERGqqqqIiIhmZmb///9EREQiIiK7u7tZcbHDAAAAAXRSTlMAQObYZgAAAJ9JREFUKJFj2L2BYRsY7YUxdsMRJtwBFM2GYm4k9m4kvBqND8WbsIhh6AVjIACSXWAyGzu5dTc+2d0HwOTu27vhpqGSG+DkdjCZTRq5IRpE7vUGkQJgc7aDyZ2zyTFt9zowuWP2BjS3ESJ3IzF33IQxd+XBRc244cy03dRj7syEM9W5YcyNAQjn7L0NZ25IpaLFyMy21QjPL+/GFiSUMAFqvc5HufM/cwAAAABJRU5ErkJggg==)![$\displaystyle \begin{array}{lcl}
h(a) &= &h_B(a) \quad \mbox{if} \quad a\in B\\
h(f(a_1\ldots a_n))&= &h_K(f)(h(a_1) \ldots h(a_n))
\end{array}$](data:image/png;base64,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)

We say that an inductive definition ***T*** paired with a natural interpretation ***h*** is ambiguouswhen there exist two terms ***t***1, ***t***2 ![$ \in$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAfBAMAAAFrjGARAAAAJ1BMVEXd3d2ZmZl3d3dVVVXu7u7MzMwRERGIiIhmZmb///8AAAAiIiK7u7vCxQsFAAAAAXRSTlMAQObYZgAAAFNJREFUGJVjmMkAgych9EyGyWASLwIRU7NWMsxctQpITOOEieEnZqziZJhpCWKtArEqQSwhwtpQCJyMiRs5IQwDmMgSGONYJEwxR9aqBQTMIcgAAEKJkFGMTcAkAAAAAElFTkSuQmCC) ***T*** such that ***h***(***t***1) = ***h***(***t***2). We also say that (***T***, ***h***)is incomplete when there exists a positive integer ***n*** such that there is no term ***t*** that verifies ***h***(***t***) = ***n***. Finally we say that (***T***, ***h***) is regular if it is neither incomplete nor ambiguous.

Given an inductive definition of a set ***T*** of term and a natural interpretation ***h***, your task consists in qualifying if (***T***, ***h***) is ambiguous, incomplete, both or regular.

In the context of this problem, we will only consider simple interpretations. As a consequence, elements in ***h***K are simple functions defined by the following grammar:

*f* : : = (*f* + *f* ) | (*f*\**f* ) | *var*id | *N*

For a ***p***-ary function, the only valid ***var***id are x1, x2 ... xp, x1 for the first argument, x2for the second argument, and so on. Consider that every component in the definition of a function is separated from the other by a single space. For instance the successorfunction is described by ( x1 + 1 ).

In order to simplify the problem, you will not have to consider the whole set of natural numbers. You only will have to consider the set {***N***..***M***} with 0 ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) ***N*** < ***M*** ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) 30000, both provided by the input data. Consider also that each constructor have at least one parameter and at most 5 parameters.

## Input

**The input will contain several test cases, each of them as described below. Consecutive test cases are separated by a single blank line.**

The input consists in the following lines:

* the first line contains ***N*** and ***M***, in this order and separated by a single space;
* the second line contains a single integer ***n*** (1 ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) ***n***) that represents the number of elements of ***B***;
* the next line contains a single integer ***m*** (0 ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) ***m***) that is the number of constructors;
* the following ***m*** lines introduce the arity of the ***m*** constructors. Thus, each line contains a single integer;
* the next ***n*** lines define the function ***h***B. The first of these lines contains an integer***x*** (= ***h***B(***a***)) related to the first basic element ***a*** (remember, ***N*** ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) ***x*** ![$ \leq$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=) ***M***). And so on;
* the last ***m*** lines define ***h***K. Each line is then the description of a function that respects the grammar exposed above.

## Output

**For each test case, the output must follow the description below. The outputs of two consecutive cases will be separated by a blank line.**

The output is organized following one of these four situations:

**Case (*T*, *h*) is regular:**

a single line with the word REGULAR.

**Case (*T*, *h*) is incomplete:**

a single line with the word INCOMPLETE, a single space followed by a integer that is the smallest value that cause the incompleteness of (***T***, ***h***).

**Case (*T*, *h*) is ambiguous:**

a single line with the word AMBIGUOUS, a single space followed by a integer that is the smallest value that turns (***T***, ***h***) ambiguous.

**Case (*T*, *h*) is both incomplete and ambiguous:**

the output is, in this case, two lines long. The first line reports the incompleteness along the lines of the second case. The second line reports the ambiguity of (***T***,***h***) in the same way as the third case.

## Sample Input

0 30000

1

1

1

0

( x1 + 1 )

0 30000

1

1

1

1

( x1 + 1 )

0 30000

1

2

1

2

1

( x1 + 1 )

( x1 + x2 )

## Sample Output

REGULAR

INCOMPLETE 0

INCOMPLETE 0

AMBIGUOUS 2

MIUP'2006

### 964 - Custom Language

Time limit: 3.000 seconds

CUSTOM LANGUAGE

# Problem

We would like to use a custom language in the TIUP contest for writing our solutions, but we are not allowed to. However, as we like it so much, we want you to develop an interpreter for it! Our language is very simple, it works over a stack of integers and contains the following set of instructions:

PUSH v : puts value v on the top of the stack;

POP x : removes the value at the top of the stack and puts it on variable x;

DUP : duplicates the top of the stack, i.e, repeats the value at the top by pushing it again;

ADD : adds the two values at the top of the stack;

SUB : subtracts the two values at the top of the stack;

MUL : multiplies the two values at the top of the stack;

DIV : divides the two values at the top of the stack;

READ : reads a value from input and puts it on the top of the stack;

WRITE : writes the value at the top of the stack on output followed by a \n;

JUMP v : jumps to instruction v;

JUMPPOS v : jumps to instruction v, if the top of the stack is greater than 0;

JUMPZERO v : jumps to instruction v, if the top of the stack is 0;

A program is a list of instructions, one per line. An instruction is identified by the line number i, where ![$1\leq\verb+i+\leq\vert L\vert$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFEAAAAgBAMAAAHv2Ln3AAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAAQdJREFUOI3dkU0KwjAQhZ8/0Cq18QAuXOquN9C1B/Aa9gjVCyiuBV278ggeoQcQ9AYW3BtnmqaNtFYURfDBJJnJR94kAVIN8UDBow0lm8KDWw7l1IKIHQNYgpae8plkgHjxwExnimoAh9c9Cjc+iyLU1ixfV5mFZk/jYt/3u/mEVMf2hoYG0OFkQS35ybbdVfOM+zypdYNr1PUSRjEmhSb9qq4m9wsgLOxy7oV3/+2DfFP1fckmXXslL0AUZ2pEnx8ZlQPMlMjmBnfkaKqA+RVmSuTAKyaTZzbILVDonn6Idq9d+EOZsaU0P3UtZde8UV0e5bWtTyM5khTmU+0Q4ZlayRyWUv+uG8AfPjOqCkcPAAAAAElFTkSuQmCC). Whenever we reach an instruction not defined, the program ends. For noncommutative operations, the top of the stack is the first argument. A variable s is a string in ![$\{\verb+a+,...,\verb+z+\}.\{1,...,9,\verb+a+,...,\verb+z+\}^*$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAAgBAMAAAHL7fRyAAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAAhNJREFUSIntVT1v00AYfi5JY7u+2BYTlZCSsRJL/gBSR0Z+giWWjB0QYkDCC6hT6yI2QIJ/EImB1UJiQpUysNcsSF3gBjZQzXtn3+V8TtIyIUGeSPd+PO/z+r7sAFciurqEMAdiYYlityBVY9bYGsMQ2PWULNxVmcdUAXB2rWdeF4FjrfnUaE32AeBLW+R1vmCZXVM69m/C3SaG79p9O2kxwn+hbG+uM0VPjmblU6GPgMDVKVA1DkQZoCgesryWxKhj9JIy8ryUB4GX7lF/VS83WCmn6Mbk9KWvBjON/wh7lj9M23EL6vpB2Ckhj/CNFt9yBF6+otwE8cApZ3QchTntOJhkFBs2HNJwWzd6jgmZfsaONH+KMcXLbl/o+SeNHyR4qWTN3UDJUYpATqaJo9BLB3GEnPMIRWSmu3yfhBMbxyBrLpG6W/N2LB21f35HtsU/BZ6vZSaaHxQud/x1U88PQJIn0uv8fxnEy1E41Gi6k23oTuX7H3V3v7pInMZV9ROj9d1jDFTq5PJ0hRAL6M/qIzkwR97HqwTs2VTzbvedfL9JjVcIcfO+jseHGB24cvYpuYHwsOG73al/JsfP7sYqId5bi0T//OL87jfgDHzBFzgu8aSqfkmGIrVz1dxv8X71DjJz5/L1DwopeUY/LbQ/hY2dmcwws5n1/KwdWp611KN7nWXXtU838+sx+2PFFlvU+A3rYJDKyp8szgAAAABJRU5ErkJggg==) such that![$\vert\verb+s+\vert\leq100$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAgBAMAAAHIdjgfAAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAAORJREFUOI1jYMAHPrDwAwk4lxfO4i9mYGbgx6sXHXAwMPDxMTBcADH4SdOK7CIIpcHA94FThFMEJBLwAeqyD0AXgQz+cOABRA3DBw5uDm4GZC/QAVxAFwDZPoGhiyHhQMIBmEAThAZJ8XEAqUkMCAHGvWgq+FXAVAMQLwhYEAA3FMOWIQkgDkdJESwHGBj6rkIwugpNWFDxKjBvAGEwj3n9nwcQFV6NcHNBiReWgD/wtAgm4FfBpcDyANMWBsYPIAzm8a3/m4DiUo7//zcwn/8pAMKoLuX5DwQYSQGWOngxJYYfAAD0L08+Uba2KgAAAABJRU5ErkJggg==). In the above, ![$v$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAAH63LmeAAAAJFBMVEWzs7OoqKicnJyQkJCEhIR4eHhUVFRISEgkJCQYGBgMDAwAAACavuC1AAAAAXRSTlMAQObYZgAAADxJREFUCJljYGBgYmBgSABiBjYGKHBgYOCEMhdMYGDY4MCADNgKoBoEgXgzAw7gogUxtJVBAURtVBdgAABGiwbHnfl8ygAAAABJRU5ErkJggg==) can be a constant or a variable. All arithmetic operations remove their arguments from the top of the stack and put their output on the top of the stack. Finally, when any instruction reads the top of the stack it removes it.

# Input

Several programs, each consisting of a code section and a data section.  
A code section consists of a list of instructions, one per line, and is terminated by a line with the symbol #. This is followed by the a data section consisting of a set of integers, one per line, which are the inputs for the program. A data section is also terminated by a line with the symbol #.  
Each program has one code section and one data section; a data section can be empty.

# Output

For each program the output obtained by the program for the given input (if any) orABORTED if something wrong happens. The output of each program should be terminiated by a line with the symbol #.

# Sample Input

READ

POP num

PUSH 2

POP x

PUSH num

PUSH 2

SUB

JUMPPOS 31

PUSH num

PUSH x

SUB

DUP

JUMPZERO 28

JUMPPOS 28

PUSH x

PUSH num

DIV

PUSH x

MUL

PUSH num

SUB

JUMPZERO 31

PUSH x

PUSH 1

ADD

POP x

JUMP 9

PUSH 1

WRITE

JUMP 33

PUSH 0

WRITE

#

7

#

READ

READ

DIV

WRITE

JUMP 1

#

5

25

25

5

0

1

7

8

#

PUSH 0

POP m

PUSH 10

DUP

PUSH m

ADD

DUP

POP m

WRITE

POP temp

PUSH 1

PUSH temp

SUB

DUP

JUMPPOS 4

#

#

PUSH undefined

WRITE

#

#

READ

POP defined

PUSH defined

WRITE

#

-14

#

# Sample Output

1

#

ABORTED

#

10

19

27

34

40

45

49

52

54

55

#

ABORTED

#

-14

#

### 977 - Old West Rumours

Time limit: 3.000 seconds

# Problem F - Old West Rumours

Never have rumours been so fast as in the internet era. Although not as fast, in the old west, they still runned pretty darn fast. As soon as a rumour started in one town it would quickly spread to its neighbours in a matter of hours. Besides that rumours could easily destroy many kinds of deals, both legal and illegal.

This was the context that allowed Lightning Billy to make his living. Billy had a business where he sold to his customers the usefull service of stopping rumours. When a customer came to Billy he would give Billy the details of the rumour being spread. This allowed Billy to estimate how much time he would need to stop that rumour in any given town. With this information and knowing all the possible routes the rumour could take, Billy could estimate in how many towns he could kill the rumour before it reached them (See Figure 1).
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**Figure 1 -** Towns, routes and rumour distances

## The Problem

Your problem will be to design an algorithm that given a set of towns and routes between them will calculate how many cities Billy can reach in time, knowing that Billy could travel twice as fast as any rumour (he wasn't called Ligthning Billy for nothing). The time needed by Billy to travel through any route will always be rounded down (yes, he really was that fast). Billy will be able to kill the rumour only if he manages to reach a town at least at the same time the rumour gets there.

## Input

The input file contains several test cases, each of them as describes below.

The first line of the input will contain the number of towns in the area (1<=nt<=50), and the number of routes (0<=nr<=1000), between them. Then, a single line containing *nt* values with the time needed by Billy to stop the rumour in each town (0<=s<=10), followed by *nr* lines containing routes. Each route will be composed by the starting city, the ending city and the time needed for the rumour to spread along that path (1<=t<=200). Note that rumours run both ways between the cities of the route at the same speed, and so does Billy (actually, at half the speed of the rumours, as described above).

## Output

For each test case, output a single line containing the number of towns where Billy can stop the rumour. Billy always starts from the first town in the input file. Towns that are not reached by the rumour should not be counted as they are not saved by Billy.

## Example Input

6 9

1 2 3 4 5 6

0 1 10

0 3 10

0 4 20

1 3 10

1 2 5

2 3 5

2 5 20

3 5 20

4 5 20

## Example Output

4

**Output explanation**: Billy loses 1 time unit to solve the rumour at town 0. He then travels to town 1 taking 5 time units (10/2) and arriving there at time unit 6. He loses 2 time units there solving the rumour and then travels to town 2 taking 2 time units and arriving at time unit 10. He loses 3 time units at this town, departing at time unit 13 to town 5 where he arrives at time unit 23 with plenty of time to solve the rumour in that town (See Figure 2). No other towns can be kept safe from the rumour.
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**Figure 2 -** Output Explanation

### 973 - The Guessing Game

Time limit: 3.000 seconds

# Problem B - The Guessing Game

Chaos is installed in Sesame Street! Elmo, the furry red creature, has created a new game and everyone wants to play it. Oscar the Grouch, who loves trash, says he is the one who plays the game better. Bert and Ernie say that they rock. The monster Herry disagrees, and simply says that no one can play the game. Grover thinks that he knows the secret to the game. The Cookie Monster cannot believe that someone would rather prefer to play the game than to eat cookies. Everyone is screaming against each other!

Meanwhile, Kermit the Frog is observing everyone and secretly preparing the strategy that will make him the most respected muppet: learning how to master Elmo's new game. But what game is this?

Elmo has a box filled with delicious cookies. Inside, the box has a grid shape, but Elmo does not show the contents of the box to anyone. Instead, he just says how many cookies are in each row, in each column and in each diagonal. For example, imagine the following cookie box (where 'X' stands for a cookie, and '.' for an empty spot). Figure 1 shows the numbers of cookies in each row and in each column.

|  |
| --- |
| . X . . X X . . 3  . X . . X . . . 2  . . . X . X X X 4  . X . . . . . . 1  0 3 0 1 2 2 1 1  **Figure 1 -** Cookies in each row and column |

In what respects do diagonals, everyone in Sesame Street knows what to do, but since you may not know their standards, they number their diagonals starting from the bottom left and ending in the upper right, like it is depicted in figure 2.

456789

345678

234567

123456

**Figure 2 -** Diagonals in Sesame Street

So given this order of the diagonals, the number of cookies in the diagonals for the box of figure 1 would be given by 0 1 0 1 2 0 2 2 2 0 0.

Given the number of cookies in each column, row and diagonal, Elmo's guessing game is to discover the contents of the box. If someone can guess the positions of the box, Elmo will give this person all the cookies!

You must help Kermit the Frog in mastering this game...

## The Problem

Given the number of cookies in each column, row and Diagonal of Elmo's box, you must discover the positions of the cookies inside the box. If there is more than one possible solution to the contents of the box, you should discover how many possible arrangements are there that fulfill the conditions and would give the same number of cookies in rows, columns and diagonals.

## Input

**The input will contain several test cases, each of them as described below. Consecutive test cases are separated by a single blank line.**

The first line of input contains two integers, **R** and **C**, representing respectively the number of rows and columns of the cookie box (*1 &le R,C ≤ 10*).

Then comes a line with exactly *R* integers separated by a space, indicating the number of cookies in each row, from the top to the bottom.

After that there is line with exactly *C* integers separated by a space, indicating the number of cookies in each column, from the left to the right.

Finally comes a line with exactly *R+C-1* integers separated by a space, indicating the number of cookies in each diagonal, from the bottom right to the top left.

## Output

**For each test case, the output must follow the description below. The outputs of two consecutive cases will be separated by a blank line.**

If there is a single possible solution (arrangement of cookies) for the given input, then you should output the contents of the box, by printing *R* lines, each one with *C* chars, with 'X' representing cookies and '.' representing empty spots.

If there is more than one possible solution, simply print a line with a single integer, indicating the number of possible arrangements of cookies in the box that would give the numbers of the input for quantities in rows, columns and diagonals. You can be sure that there will never be more than 10000 valid arrangements for the test cases in the input.

## Sample Input

4 8

3 2 4 1

0 3 0 1 2 2 1 1

0 1 0 1 2 0 2 2 2 0 0

5 5

1 1 1 1 0

1 1 1 0 1

0 0 0 1 1 2 0 0 0

## Sample Output

.X..XX..

.X..X...

...X.XXX

.X......
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### 984 - Finding Haplotypes

Time limit: 3.000 seconds

Universidade da Beira Interior21-10-2006

## Problem F

Finding Haplotypes

### Problem

Everybody inherits two copies of each chromossome (except for the X and Y chromossomes), one for each parent. In some positions of the DNA, (about 0.1% of them) there are variations in the base that is present. These are called Single Nucleotide Polymorfisms (SNPs). In most cases, there are only two possible values in each position, that will be denoted by 0 and 1.

When DNA is sequenced, stretches from both copies are pasted together, and is impossible, with present technology, to identify from which chromossome each copy came. Computers are called to help. Your job is to figure out the haplotypes (original chromossomes) that generated a given set of genotypes.

A genotype is given by a sequence of 0s, 1s and 2s. A 0 means that the genotype is homozygotic at that position and the SNP has value 0; 1 means that the genotype is homozygotic at that position and the SNP has value 1; and a 2 means the genotype is heterozygotic at that position and that the SNP has value 0 in one haplotype and 1 in the other haplotype. An haplotype is a sequence of 0s and 1s.

Given a set of genotypes, the objective is to find a minimum sized set of haplotypes that can be combined in pairs to obtain the given genotypes. For example, given the three genotypes 02120, 20120 and 22110, it is enough to have three haplotpes to explain them: 00100, 10110 and 01110. Haplotype 00100 combines with 10110 to give genotype 20120, and so on.

Given a set of genotypes, you should print the minimum number of haplotypes that is necessary to explain it.

### Input

The input file contains several test cases, each of them as describes below. The input file contains two numbers in the first line, that indicate the number of genotypes that follow (*N*) and the length of each genotype (*L*). Is is followed by *N* lines, each with *L*characters that describe each genotype. *N* will never be larger than 12 and *L* will never be larger than 10.

### Output

For each test case, the output should consist of one integer, that represents the minimum number of haplotypes necessary to explain the given genotypes, on a line by itself.

### Sample Input

3 5

02120

20120

22110

### Sample Output

3
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